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Generating, Transforming, and Analyzing Railway Design

Data in Civil 3D and Dynamo

Wouter Bulens
TUC RAIL

Learning Objectives

e Learn how to design dynamic blocks that are digital representations of local
standards and better fit your design process.
¢ Learn how to organize Dynamo nodes to connect different design data in AutoCAD

and Civil 3D.
e Learn how to analyze corridor data and other design objects more directly and
iteratively.
e Learn about the need for design objects with the correct data and interactivity
configuration.
Description

Railway projects have a lot of regulations, diverse technical fields, and project members
coming from many different backgrounds. These factors and many more all come together
during the design process and need to be managed to make the project a success. This class
will show how connecting and using design data in Civil 3D software, AutoCAD software, and
Dynamo can help us meet this challenge. Attendees will see examples of how to make
regulations interactive and more easily accessible, and how to transform design data
depending on the required technical field or output. We will also demonstrate tools to assist
the designers so they can better analyze their creations, and in doing so, motivate them to
start interacting and designing in a new way.

Speaker

Wouter Bulens has been an active user of Autodesk AEC software solutions for 19 years, he
holds a degree as a professional drafter and a master's degree in industrial science —
construction. In his professional career he has been active on numerous civil engineering
projects in Belgium, France, the Netherlands and some international tenders, with a role of
road- and rail designer. He currently works as BIM manager for the Belgian rail engineering
firm TUC RAIL. He has focused his career on 3D modeling for multidisciplinary civil projects
and process optimization for diverse fields: drafting, render visualization, 4D animations, real-
time applications, project system engineering and design platform integration. Besides his
design experience, he is also a .NET developer (API), having made tools for 3DS Max,
AutoCAD and Civil 3D. He is an active participant of the Civil 3D Rail development group,
helping to push not just rail design but transport and infrastructure design forward.
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Introduction

After 11 years of being active in rail and civil design, | have accepted the general rules that
are intrinsic to the work we do every day:

No civil project is 100 % alike, there is always something different;

Many different viewpoints, different languages, different understanding of the subject;
Aligning, translating and explaining takes time;

Our industry is stable and reliable, but tentative regarding change.

To manage these rules during a project we need:

Tools that have a degree of flexibility built-in;

To talk about the objects and their purpose;

To automate the connections between objects and people;
Solutions with the right interactivity for the user.

This class will demonstrate how we can combine AutoCAD and Civil 3D with Dynamo, using
the principles of design objects, data and analysis to meet these challenges. Each principle
will be demonstrated in practical workflows that hopefully teach you how to induce workflows
that suit your project.

Overview

This document is composed of four learning objectives: three practically approached
objectives that contain examples, and one principle which is explained throughout the entire
document. Our understanding is being gradually built-up as we tackle each objective. The goal
is not to just be able to reproduce the workflows described in this document, but to create your
own solutions.

Design using Objects/Data/Analysis

Learn about the need for design objects with the correct data and interactivity configuration:

In this first part, the need for objects, data and analysis are illustrated with four examples
derived from everyday situations on a project. The definition of our solutions is explained in
each following section/learning objective in combination with specific examples.

Design Object

Learn how to design dynamic blocks that are digital representations of local standards and
better fit your design process:

The definition of a design object is explained so that its meaning is clear for the rest of the
document. To better understand the definition, two examples are described: a platform edge
and a switch (railway turnout).

The creation of the switch design object is explained in detail. The final dynamic block is
deconstructed into individual examples to zoom in to each individual function.
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Transforming Design Data

Learn how to organize Dynamo nodes to connect different design data in AutoCAD and Civil
3D:

The definition of design data is explained with a simple AutoCAD circle object. | also discuss
the difference between an object and data, to clarify as to why one or the other is needed in
certain situations.

Secondly, Autodesk Dynamo for Civil 3D is introduced as a tool to manage and interact with
all design objects and data present in AutoCAD and Civil 3D. Dynamo also offers the
possibility to connect with data sources outside of the AutoCAD environment, however | don’t
cover that in this class handout.

Finally, three Dynamo scripts and their custom nodes will illustrate the transformation and use
of data between design objects:

e Alignment - Profile - Cant <> Switch Dynamic Block;

e Switch Dynamic Block <> Profile — ProfileView;
e Switch Dynamic Block <> Corridor.

Design Analysis

Learn how to analyze corridor data more directly and iteratively:

I approach this final section describing what design analysis should look like and give two day
to day examples that need to change. | also describe the necessity of this analysis in more
detail.

Two analysis methods are enriched with the possibilities that Dynamo has to offer:

e AutoCAD Data Extraction;
e Civil 3D Corridor.

For each analysis a Dynamo script and custom nodes are explained in detail.

Software Requirements
For the exercises in this class, we will use the following software:
e Civil 3D 2020;
e Dynamo;

e AutoCAD 2020.

All custom nodes were created using Visual Studio 2019.
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Design using Objects/Data/Analysis

The easiest way to explain the need for objects, data and analysis in design that | can think
of, is to describe four situations or challenges | see on a daily basis when | look around the
office. | can only hope that by the end of this document you will conclude, as did I, that objects,
data and analysis are the solutions to these situations.

Medium # Design

| am amazed every time | pass through the

corridors of our office or participate in project -

meetings. It is incredible how often the -

subject on people’s lips is not the object they

are designing, rather the paper plan or r R -

document that they have made to represent P ——Ee -

the object or just a part of it. s\\\\\; =
Medium # Design : ~ ~— .3

There are entire schedules, standardizations \\\} M - =

and workgroups dedicated to following, — - =

deflnln_g and e\_/aluatlng_ the creation of these FIGURE 1° MEDIUM % DESIGN
paper information media.

Itis not that paper is a bad medium to communicate between project participants. The problem
is, at a certain point, we are only looking at the piece of paper and not the design. In this digital
age it is also true that construction is using digital design data, so paper is not always used to
build (example: LandXML files for a railway-tamping machine).

Tool # Design

Just because we have been building
something according to a standard,
procedure or tool for a long time, does not
mean that it will never change. The tool
needs to be able to evolve independently
of the project.

At one time hanging a frame required a
hand drill, a screwdriver, manual labor
and time. Today both tools are combined
in an electric drill and the job can be done
FIGURE 2: TOOL # DESIGN rapidly with minimum effort.

Tool # Design

We should not reinvent the wheel, but we should also not stop checking whether the current
tool is right for the job or relevant for a specific situation. After all, it is not guaranteed that the
tool covers all your current design needs (maybe we should glue the frame).
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Individual disciplines # Design

Under the banner of efficiency, it is
tempting to solve a design puzzle by
separating it into its composing
disciplines.

The individual parts of the puzzle can
then be solved and at the end put
together. With this method it is easy to
optimize your discipline design, but not
the overall design. It promotes the use of
standard methods and does not question
if they are right for the job.

Individual disciplines # Design

FIGURE 3: INDIVIDUAL DISCIPLINES # DESIGN

To solve the puzzle correctly, to get the best outcome for the project, we need to connect
disciplines that would otherwise be separated. This could lead to a solution that is completely
different from the standard.

We only trust the ruler

‘A CAD designer has used Civil 3D to

F ) )
\ design a new alignment and created a
- corridor that connects to the existing

terrain. To validate the design, the
engineer asks for a plan with sections of
the corridor. The engineer places the plan
on a table and takes out a scaling ruler to
measure  whether the design is

We only trust the ruler acceptable.”
%,
2 0 4
U s e Is this a familiar situation? It is still a far
FIGURE 4: WE ONLY TRUST THE RULER too common phenomenon in the

workplace. We are already using
parametric intelligent objects like alignments and corridors. However, when these need to be
evaluated we revert to more classic tools. To build more trust with these objects we need other
design analysis methods.

Recap
To achieve the goals of being medium independent, tool flexible, to connect individual

disciplines and evaluate our design in new ways, we need to manage our design in a different
way.

The concept of using objects, data and analysis in design is already widely spread in the IT
industry, where almost every object is fictional digital code. In the civil industry where we build
objects in the physical world, it is not yet common practice. There is work yet to be done.

But what are design objects, data and analysis? Furthermore, how do you actually use them
in design today? In the next sections, each subject is explained and illustrated with examples.
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Design Object

What is a design object in the context of this document?

In this handout we are not referring to the “Object Type Library” or “Object Breakdown
Structure” as known in system engineering. No, we are referring to the object with which the
drafter, engineer or designer interacts during his design work. This object can contribute to
system engineering and it can represent a true object in the field, but what interests us even
more, is the interaction during the design.

An example:

When working in AutoCAD a drafter might place simple circles on a floorplan. It is true that
these circles might represent structural posts or pipes or a million other things. However, our
drafter is interacting with an AutoCAD circle and all the data this object can contain. This circle
is the design object we are talking about. Its relation to what it represents is important but so
is the design interaction between the drafter and the circle.

How does a design object work?

First, we need to think about what part or sort of design the object needs to support. Where
does it fit in the general process or lifecycle?

Secondly, we need to know that every object is different, but they should follow the
input-process-output (IPO) model:

e [nput:

o Design decision;
Interaction with another design object; Input
o Result from a process.

@)

Process

e Output:

o  Graphical/non-graphical; Output

o Number/text/yes-no/choice.

FIGURE 5: IPO MODEL
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Applied to the simple AutoCAD circle:

The drafter needs to place structural posts on a floorplan. There are different types and
dimensions of posts, so the design object that is used needs to be able to remember and
display the difference. The defined posts are then used by someone else to create a list of
location, circumference, type, diameter.

e Input:
o Location X,Y on the floorplan;
o Type (layer);
o Dimension.
e Process:
o  Calculate the circumference;
(1r *d = 211 *r)
o  Circle geometry.
o QOutput:
o A graphical circle on the floorplan;
o  Circle object with all the information.

Tocog

= s =

0.000

Th

40.000

The question whether or not this design object
(AutoCAD circle) is optimally suited for the job, is
open for debate and improvement. It is however
clear that this design object gets the job done.

@ PROPERTIES

FIGURE 6: CIRCLE DESIGN OBJECT

Platform Edge

Before creating our own design object, let us take a closer look at another example that was
added in 2019, the platform edge. Before this object was added in Civil 3D, the drafter would
use an Excel template for the calculation and AutoCAD/Civil 3D to construct a 3D polyline.
While its correct design is very important for the safe passage of the trains and the on- and off
boarding of passengers, the calculation of the edge was considered a tedious job. For this
reason, the amount of iterations was limited as much as possible, potentially limiting creativity.

To design a platform edge, the drafter must combine the national standard that describes the
algorithm to calculate the points of the edge, with a region of the alignment/profile of his design
or the existing situation. After this, he must validate the design with all other rail disciplines
and adapt it when necessary. After validation, he must create a coordinate list to construct the
platform onsite.

e Input:

o  Alignment/profile — station range;

o Track gauge;

o  Calculation interval;

o Side;

o Rail type;

o Platform type (national standard).
e Process:

o Calculate the exact track center;
o Calculate the offset according (national standard);
o Combine track center and offset to determine platform edge.
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Output:
o Linked Feature Line;
o Platform edge data (.csv-file).

£ Feature Line Properties:
Infermation |Statistes |

[FlName

Festre 3

[Astyie

| Platform Edge:

=

] ]

Help
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€ Create Platform Edge X
Name:

g
Alignment:

":]3 Diesign Alignment vl CL’;
Profile:

[Ri Loyout (1) | &

Track gauge:

Caleulation interval:

[ 1.435m |

[ 1.000m |

Station range
Start station:

End station:

FIGURE 8: LINKED FEATURE LINE

0-+000.00m B 1+670.34m 5
Length:
1670.341m
Side
(®) Right side (O Left side
Rail type
(® Heavy Rail (O simple Geometry

Heawvy Rai
Design criteria file:
‘ C:\ProgramData\Autodesk\C3D ZUZU\EHU\Data\Rain“

Property Value
Platform Height High

coel || e

FIGURE 7: CREATE PLATFORM
EDGE INTERFACE

In essence, the way we design a platform edge has not changed: the national standard is the
same, the alignment is the same and the resulting coordinates are the same. Only now we
are using a different design object (this is a great example of “Tool # Design”) which improves
parts of the work and frees up time to concentrate on other aspects of platform design
(capacity, access, maintainability...).

An additional advantage is that this object retains all knowledge of the edge calculation.
Because of this, it remains dynamically linked to the alignment, so it can change with the
design and can be altered at any time.
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Switch/turnout

The design of a railway switch is very similar to a platform edge. The rail designer chooses a
correct switch type from a manufacturer and places it on the alignment. After adapting and
validating the design, he creates plans and an order form for construction.

e |nput:
o  Manufacturing configuration (ID, order number);
o 3D placement (alignment/profile/cant).
e Process:
o  Combine design decisions;
o  Calculate graphical and non-graphical data.
e Output:
o  Geometry for drawing production/design validation;
o Material order information;
o  Coordinates for on-site construction.

A suitable design object is currently under development at Autodesk. So here’s the question:
how can we improve this design process today? Well ... It so happens that AutoCAD has a
powerful framework to build your own design objects: the (dynamic) block.

When TUC RAIL made the transition to AutoCAD, we started looking for a suitable design
object to better support switch design. Like many other disciplines at the time, the track
department constructed a large library of blocks to support all the different tasks (mainly paper
plan production).

“A block is essentially a block definition that

includes the block name, the block geometry, the normal
location of the base point to be used for aligning vector
the block when you insert it, and any associated

attribute data.”

The fact that a block uses one insertion point and a
direction to be placed in 3D, makes it suitable for the plane
placement of most switches but also many other
railwvay assets. The name identifier, contained
geometry and associated attributes make it perfect to FIGURE 9: BLOCK ALIGNMENT
create a library or catalogue of railway assets.

The biggest limitation of these blocks is the fact that you need to alternate through many of
them during your design process to work correctly and efficiently. Ultimately, one drafter’s
design task transformed into many different design objects, being far from ideal. It was for this
and other reasons that we started using dynamic blocks.

“Dynamic blocks contain rules and restrictions that control the appearance and
behavior of a block when it is inserted into a drawing or when it's later modified.”

Dynamic blocks brought a new dimension to our library, we were now able to combine blocks
and make design decisions interactive. We started combining not just graphical presentations
but also switch variations of the same base type. By doing this, the user was now able to
change the switch type by using grips and controls and not by selecting a new block.
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For all of its possibilities there is one important restriction to take into account. The grips and
controls of a dynamic block are limited to 2D operations only. Some take this as an indication
that dynamic blocks are only 2D, this is wrong. A dynamic block can hold 3D geometry, but it
can only manipulate the geometry in 2D. We will show you how far you can push these 3D
aspects later.

Going through all the possibilities of a dynamic block would take us too far. For this class we
will focus on four functions that are the most essential for our switch design object:

Graphical presentation;
Variants;

3D geometry;

Data management.

Graphical presentation

The graphical presentation of our design object is incredibly important. It is through the
graphical interface that designers work and communicate with others. In presentations we
must make the same difference that AutoCAD made between Model and Layout Space, some
graphical elements are for the designer only and some are for sharing. Secondly, it is possible
to view the same object in different ways (multiple layouts of the same model). We conclude
that we will need a system to manage what we see.

Let us start at the beginning: how many and what type of presentations do we need?

Switch Design Views

New SW.'tCh The minimum presentation needed to correctly place the switch or
Theoretical . .
Placement turnout, better known as the theoretical triangle.

Existing Switch

. . Not all switches are new, so we need to be able to make a
Theoretical Triangle

distinction with existing switches.

Placement
New Switch . . . .
Theoretical Triangle To alq applymg_ f[he _placement regulations. These aids can also be
. . used in the verification process.
Design Aids
New Switch When a switch is placed during design, the coordinates are less

Theoretical Triangle
Placement Details

important, but for later execution these details are needed to
physically place the switch.

New Switch . Being able to display material details is needed to place the correct
Assembly Material . :
order but also to validate the design.
Order
New Switch

To verify that there is enough space to place the switch and check

Clearance 3D possible spatial interfaces with other disciplines.

Coordination

In our first version, we chose to make use of “Visibility States” in the dynamic block. For each
view in the table above, a visibility state was made. Geometry can be turned on or off in each
state. The result for the user is a grip that gives a dropdown list from which a Visibility State
can be selected. They can also be selected in the properties window of the block.
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It worked great and the drafters liked the easy grip, until we tried to make a layout with two
different views. We could not use a different visibility state in another viewport. One solution
would be to just copy the dynamic block and put both blocks in different states, but then we
would not have one object. | have to point out that this only works because of the Layer system.
That system makes it possible to turn the layers of a different visibility state invisible.
Conclusively this was not the solution (example see Block: Switch Visibility strategy1).

Switch Design Views

F215-HA1/8_M13

]

New Switch
Theoretical Triangle
Placement

F215-HA1/8_M13

Existing Switch
Placement

F215-HA1/8_M13

[
I

New Switch

Design Aids
/

F215-HA1/8_M13

New Switch
Theoretical Triangle | Theoretical Triangle | Theoretical Triangle

Placement Details

F215-HA1/8 K13

New Switch
Assembly
Material Order

New Switch
Clearance
3D Coordination

FIGURE 10: SwITCH DESIGN VIEWS
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FIGURE 11: BLOCK EDITOR VISIBILITY

A Visibility States

| oK | Cance = Hep

FIGURE 12: VISIBILITY STATES

IN-existing
IN-new_designaids
IN-new_placementdetails
Material Order

3D coordination

FIGURE 13: SWITCH VISIBILITY STRATEGY1
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The solution is not intrinsic to dynamic blocks. For this, we need something basic that we know
all too well: “Layers”. AutoCAD already has a robust system that controls the presentation of
its objects. We just need to refresh the rules needed to apply when using Layers in

combination with blocks.

Layer 0 used in a block

Every object in the block on Layer 0O, will use the active Layer when
the block is inserted.

Object properties ByLayer

The block objects will use the same properties as defined in the
layer properties. The block follows the layer system.

Object properties ByBlock

The block object properties can be overridden after the block is
placed. Each block can have its own settings.

Object properties other
than ByLayer or ByBlock

These properties cannot be overridden after the block is placed.

Next are the Layer States:

When a layer is on, it is visible and available for

On/Off g [ .j plotting. When a layer is off, it is invisible and
f not available for plotting (even with Plot On).
—~ Thaws and freezes layer in all viewports.
Thaw/Freeze [ AutoCAD does not display, plot, hide, render,
or regenerates objects on a frozen layer.
Lock/Unlock I'i;:j ,f g You cannot edit objects on a locked layer.

Plot/Do not Plot

. If you turn off plotting for a layer, the object on
= ff é that layer are still displayed (layers that are on
and thawed).

Current VP o / :.ﬂ Freezes selected layers in the current layout
Thaw/Freeze / viewport.
New VP Thaw/Ereeze J/ ] Thaws and freezes selected layers in new

layout viewports.

After this refresh, we can recreate the block. At this point, it reverts to a basic block (not
dynamic). The grip has disappeared, the Layers now completely manage the visibility of the
block (example see Block: Switch Visibility strategy?2).

To help manage visibility, drafters can make use of Group Filters and Properties Filters
(LAYERPROPERTIES MANAGER) or use the Layer States Manager. These tools facilitate
changing the presentation, same as the grip did in our first strategy.
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Switch Visibility strategy 2

( Waluln¥atululal \AAOannnn
i : T P umuﬂi
Ly III}II{'HEHIHIE*HIIHHH.uunmm_ i it ""”lflﬂ' i
: LU il
G ;: = F215-HA1P8 M3 H “ ‘

FIGURE 14: SWITCH VISIBILITY STRATEGY2

: Current layer: ASSEMBLY-Concrete Sleeper : geometry for concrete sleeper
x B W == ==

Filters « 5. Name v O. F. L. P. Color Linetype Lineweig...

-  PLACEMENT-Theoretical Switch Triangle New wh. tinu... — Defa..

& PLACEMENT-Theoretical Switch Triangle Existing .. — Defa.

& PLACEMENT-text . — Defa.

 PLACEMENT-placement details .. — Defa..

& PLACEMENT-design aids

& Defpoints e .. Continu..

... Continu..

e o

h Rails Continu..
h Motor Mechanism
a ASSEMBLY-Switch Detail
& ASSEMBL truction Lines
ASSEMBLY-Concrete Sleeper
& ASSEMBLY-Aluminothermic Weld-Attributes
SEMBLY-Aluminothermic Weld
itch Motor Mechanism Clearance

Continu..

Mo

itch Clearance

W Invert filter

7 Alk: 17 layers displayed of 17 total layers

FIGURE 15: LAYER PROPERTIES MANAGER - GROUP AND PROPERTIES FILTER

€ Layer States Manager X
Layer states Layer properties to restore
Name Space  Sa.. Desciption New. Eon /ot
30 Model Mo Update [ Frozen / Thawed
ALLON Model Mo R —
N Model Mo Edi... S
INnew_designaids Model Mo B [ Locked / Unlocked
IN-new_placement details Model No ke 4 Plot / No Plot
MON Model  No Delete Bt
[ Color
[ Linetype
[ Lineweight
Import... [ Transparency
Export... [41Plot Style
[] Don't list layer states in Xrefs £ New VP Frozen / Thawed
Restore options
Select Al Clear All
] Tum off layers not found in layer state = e
*\E‘E‘"-‘ properties as viewport ovemides
Current layer state: "UNSAVED"
Restore Gose o | ©

FIGURE 16: LAYER STATES MANAGER

Conclusion: as a golden rule, we can say that different presentations of the same object are
best managed by the AutoCAD Layer system. The Visibility States of a dynamic block can in
certain situations work, but they are not as powerful as using layers and will need layers to
solve some display restrictions.

Page 15



/\ AUTODESK.

LINIVERSITY

Variants
Let us look at the definition of the word variant to begin with:
“Something that is slightly different from other similar things.”

Therefore, a variant is not a different presentation of the same object. It's another object that
is only slightly different.

In the case of a railway switch, a variant can be defined using their type and deviation angle.
Switches of the same type (single, symmetrical, double...) and same deviation angle are
considered variants. In our case all variants come from the national switch catalog. This
catalog contains a large number of possibilities and restrictions that impact which switch can
be used where. By imbedding these standards into a dynamic block, the designer is able to
interact with them more efficiently and the chance of mistakes decreases.

146045300000
146046300020 {u)

[Het n stnummer bevat
ve verbinding)

145041 ]

FIGURE 17: EXAMPLE NATIONAL SWITCH CATALOG

The differences between the variants are:

e The chosen combination of point (front of the switch) and the frog (back of the switch).
e Left or right deviation-motor position (defined by looking from point to frog).

e Yes or no second drive mechanism.

Depending on the design object you are making, it can have more or less differences, all
dividable into two categories:

o PD - parametrical differences (position, scale, size, rotation, mirror, group,...).

o CG - different composing geometry (geometry that only exists in some variants).

The first group can be controlled using the Geometric Constraints and Actions available in a
dynamic block. The second group require Visibility States. The grid below shows what tools
from dynamic blocks are used to create the switch variant.

Visibility States controlled by a Double Lookup or
a Block Table (user preference).

2 | Left/Right deviation-motor PD Flip Action controlled by a Lookup.

3 Yes/No second drive PD Stretch Action controlled by a Lookup.

1 Point/Frog combination CG
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1. Point/Frog combination

To create all the different Visibility States, it is best practice to prepare all the geometry ahead
of time. That way you can just copy it into the correct Visibility State.

In our example, we will use an object with 3 point and 4 frog variations. This already gives 12
Visibility States. Imaginge if we were to use Visibility States for all the differences, then we
would have 96 Visibility States (3*4*2*2*2). Because it is not easy to manage a large amount
of Visibility States, it is preferable to use Geometric Constraints and Actions or consider
making a separate dynamic block. There is no fixed rule but try to make it user and
maintenance friendly.

PT1

PT2

PT3

FT1

FT2

FT3

FT4
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To control the Visibility States using the different point and frog variations, there are two
options: a Double Lookup or a Block Table. They both do technically the same, only the
interface is different and in the configuration screen of the Block Table you are able to
copy/paste multiple entries at once (prepare everything in a spreadsheet and then copy it
over).

A Double Lookup does not, by default, exist in the Block Editor. To add it, you must open the
Block Editor and go to the Authoring Palettes, Parameter Sets tab. Right click on the Lookup
set and select copy, next paste in the same pallet. Select the new Lookup Set and select
properties. Now change according to the table below:

Name Double Lookup Set
- Creates a lookup parameter with no Lookup grip associated with two
Description .
Lookup action
Type Lookup
Number of grips 0
Actions Lookup, Lookup

XY Move

g
i < "a XY Move Pair
£

TN ’
+u’s XY Move Box Set
il

142

= ‘m XY Stretch Box Set
i

L ’a XY Array Box Set
il

AF
XY Array Box Set { 'y Rotation Set

ETTES - ALL PALETTES

Cut
Rotation Set Copy

Cut
- 4 Flip Set Col
i Py

PALETTES

Delete

Flip Set Rename

-
i Visibility Set

- ¥
ﬁ Lookup Set

v
E Visibility Set e
Rename
Specify image... ¥
I 9 vE Lookup Set Specify image...

Properties...

Properties...

S i
B Lookup Set

Image: Name:

= [ Double Lookup Set |
R € Add Actions X
‘Creates a lookup parameter with no Lookup grip a|
Action object to add:
Parameter ~ Lookup ~ Add
Type Lookup
Number of g... 0 Action object list:
Actions Lookup, Lookup (=] ::zgjg Delete
~F .
L. Rotation Set
-” Flip Set
-
E Visibility Set
- ¥
=] Lookup Set
: oK Cancel Help o] | conel Help
vH Lookup Set
28 . o 1000 ~ L3 - . 0o _Ho

FIGURE 19: DOUBLE LOOKUP SE
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You can how use a Double Lookup, but what does it do and why do we need it? The idea is
that we want separate Lookups for the point and frog, but these two need to be combined into
one visibility state (this is where the Double Lookup comes into play).

To make everything work, we need 2 Lookup sets (PointType and FrogType), 2 Linear
Parameters (PT and FT) and 1 Double Lookup (SwitchType).

The first Lookups (Pointtype and Frogtype) will make it possible for the user to select the type
of point and frog that is needed. The lookup makes it easy to add a logical description to the
selection. Each Lookup effects the value of its linked Linear Parameter (PT and FT).

The Double Lookup SwitchType combines all the Linear Parameter combinations with all the
possible Visibility States. One Lookup Action controls the Linear Parameters
(PointFrogActions), the other the Visibility States (Visibility States). Because they are
connected to the same Lookup Parameter, the Actions will connect and work simultaneously.

The result is a dynamic block whose Visibility States can be controlled by individual lookups
that can be placed in logical locations.

FIGURE 20: DOUBLE LOOKUP LINKING TWO LOOKUPS AND VISIBILITY STATES

FIGURE 21: TWO LOOKUPS CONTROLLING DYNAMIC BLOCK VISIBILITY STATES
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An alternative for this method is to use a Block Table. This Action is more straightforward to

configure but only gives one grip to control all the variations in one dropdown list or table.
There can only be one Block Table in the dynamic block.

In the Authoring Palettes under the Actions tab select the Block Properties Table. Double click
the table icon or select Block Table (Dimensional) in the Block Editor Ribbon.

You are given an empty table; you can add new parameters or add existing. We need to add
the Visibility States and define two new string parameters (PointType and FrogType) that will
be uses to select the correct Visibility State. Once these are added, all combinations can be
defined in the grid (you can also prepare this in Excel and copy all fields in at the same time).

The result is a dynamic block with one grip from which the user can select all the combinations
defined in the Block Properties Table. Double Row Values are combined to make a selection
cascade. It is also possible to open the Properties Table and continue the selection from there.

- Block Properties Table

FIGURE 22: BLOCK PROPERTIES TABLE ACTION

£ Block Properties Table x o~ € Add Parameter Properties >
o g
e fr n Parameter properties:
o+ £ Mame Type
ﬁ- ‘fr Q Visibility States Visibility State
SecondDriveWidth Vertical
PTDistance Horizontal
PT1d1 Horizontal
PT1d2 Horizontal
PT2d1 Haorizontal
€ New Parameter > FT2d2 Horizontal
Name:
[F‘ornType l
Value:
[pT1 |
Type
[[] Block properties must match a row in the table String ~
Default value when properties do not match table: _ R .
‘ [~] Display in Properties palette
Cancel Help oK Cancel Help [ ok 1| camed || Hep

FIGURE 23: BLOCK PROPERTIES TABLE CONFIGURATION
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€ Block Properties Table *
B
Paint Type: FrogType Vigibility States
- — e
PT1 FT2 PTI-FT2
PTI FT3 PTIFT3
T FT4 PT1FT4
PT2 FT1 PT2-FT1
PT2 FT2 PT2-FT2
PT2 FT3 PT2-FT3
PT2 FT4 PT2-FT4
FT3 FT1 PT3-FT1
FT3 FT2 PT3-FT2
FT3 FT3 PT3-FT3
FT3 FT4 PT3-FT4
[] Block properties must match a row in the table
Default value when properties do not match table:
I Coweees |
[ ok ]| concel || Hebp |

FIGURE 24: POINTTYPE-FROGTYPE-VISIBILITY STATE COMBINATIONS

PointType

FrogType

FT2

FT4

FIGURE 25: BLOCK TABLE CONTROLLING DYNAMIC BLOCK VISIBILITY STATES

€ Block Properties Table X
Elock property set:
Pairt Type FrogType Visibility States

PT FT2 PTI-FT2

PT1 FT3 PTI-FT3

PT1 FT4 PT1FT4

PT2 FT1 PT2-FT1

PT2 FT2 PT2-FT2

PT2 FT3 PT2-FT3

PT2 FT4 PT2-FT4

PT3 FT1 FT3-FT1

PT3 FT2 PT3-FT2

PT3 FT3 PT3-FT3

PT3 FT4 PT3-FT4

[ ok ]  Cancel || Hebp

FIGURE 26: BLOCK PROPERTIES TABLE - BLOCK PROPERTY SET
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2. Left/Right deviation-motor

The Flip Action/Parameter is specifically created for any mirror variations you need, no need
to use Visibility States. In the switch block we use multiple flips at the same time, one for the
switch as a whole and one for the motor and second drive.

This corresponds completely with the reality, depending on local conditions the motor might
need to be placed on the other side (maintenance access). This is possible because each Flip
has its own Action Selection Set (selection of geometry that it affects).

One downside of the Flip parameter is that it uses the terms “Flipped” and “Not flipped”. These
terms can be completely meaningless in your case and could even form a hindrance for the
users. To remedy this, you can use a Lookup to control the Flip parameter. By doing this, you
can choose your own terms to change the flip position.

So, to start just add a flip set from the Parameters Sets tab in the Authoring Palettes to your
block. Because we will be controlling the flip status with a Lookup, we can remove the grips
from the Flip Parameter. To remove the grips, go to the properties of the Flip Parameter and
set the Number of Grips to 0.

“x XY Move

sits

[

‘m XY Move Pair

Parameter

'm XY Stretch Box Set

8 Lookup Set

Canstraints

‘m XY Array Box Set

""" Rotaticn Set

...i-’ Flip Set

S
E Visibility Set

vé Lookup Set

AUTHORING PALETTES

FIGURE 27: AUTHORING PALETTES — PARAMETER SETS - FLIP SET
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Flip Parameter

General

Color ByLayer
BylLayer
Bylayer
ByLayer

3D Visualization
Material BylLayer

Property Labels

Flip statel

Not flipped
Flipped

End X
EndY

Show Propertie

Number of Grips

FIGURE 28: FLIP PARAMETER PROPERTIES

Next, we add a Lookup Set and add the flip parameter to the Lookup. We only need to define
two situations: Flipped and Not flipped. Because we drew the switch with a right deviation,
“Right” will be equal to “Not flipped” and “Left” will be “Flipped”.

The Name of the Lookup parameter can be used to indicate which geometry it affects, its
position can be freely chosen to best suit the users’ needs.

£ Property Lookup Table X
Action name:
BranchDirection Lookup ‘ | Add Properties ... | Audit
Input Properties Lookup Properti
Branch direction BranchDirection
» Not flipped Right
Flipped Left
<Unmatched> Custom

Allow reverse lookup

0K Cancel

Help

FIGURE 29

: PROPERTY LOOKUP TABLE
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FIGURE 30: PARAMETER AND ACTION POSITIONS

Custom

FIGURE 31: DYNAMIC BLOCK GRIPS AND CUSTOM PROPERTIES
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3. Yes/No second drive

A dynamic block has too many possibilities to cover them all, so take some time to look at the
help or look online. As a rule, before using visibility states look at all the Actions and
Constraints. By combining constrains and actions you might not need visibility states.

In a switch, you could envision numerous geometric variations: sleeper lengths, sleeper
spacing, rail lengths and many more. For this document, we will work out a method for a
second drive on the motor. This second drive will need additional free space to work correctly
and its presence is important information to order the correct motor.

For a start, we simply need a square polyline that we constrain to hold its shape (perpendicular
corners, equal sides). The width is constraint and locked and for its length, a linear stretch is
added. In this case, the grip of the Linear Parameter is removed and a Lookup is added. The

Linear Parameter is added to the Lookup and value descriptions are added for the size
variations (Yes or No second drive).

Point Move
Linear Move

Linear Stretch

"y
N
%
“
%
e
4
“

Linear Array

s
N

Linear Move Pair

w I

Linear Stretch Pair

[

Polar Move

. "
Y =W

Polar Stretch

A

N

FIGURE 32: AUTHORING PALETTES — PARAMETER SETS - LINEAR STRETCH
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Linear Parameter

General

ByLayer

BylLayer

3D Visualization

Material ByLayer

Property Labels
D n SecondDrivelength

Start ¥
End X

End Y

Number of Gnps

FIGURE 33: LINEAR PARAMETER PROPERTIES

£ Property Lookup Table

Action name:

|Secmd Drive Lookup | | Add Properties .. | Audit
Input Pr Lookup Properties
SecondDnvelength SecondDrive
» 0.820 No
3786 Yes
Custom

<Unmatched>
Allow reverse lookup

0K Cancel Help

Figure 34: PROPERTY LOOKUP TABLE
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FIGURE 35: PARAMETER AND ACTION POSITIONS

The result is a block with a Lookup to indicate whether a second drive is used or not.

FIGURE 36: DYNAMIC BLOCK GRIPS AND CUSTOM PROPERTIES
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3D geometry
Can you use 3D geometry in a dynamic block?

Yes, a block and therefore a dynamic block has no problem with containing 3D geometry.
There are, however, restrictions on the impact that actions and controls have on the contained
3D geometry. So, depending on the situation, a dynamic block might be enough for your 3D
needs. However, if you need full 3D parametric capabilities (AutoCAD solid modeling,
Inventor, Revit), then a dynamic block is not the solution.

To begin with, all controls and grips in a dynamic block are 2D. They will be displayed in the
block base plane and nowhere else. Therefore, grips cannot be placed on different heights
and you are not able to rotate in other plains. In general, there are no 3D interfaces to
manipulate the geometry.

Secondly, not all Actions are able to influence 3D geometry. Move, Scale, Rotate, Flip and
Array will work, but Stretch and Polar Stretch do not have the desired effect. This is because
they are unable to affect certain 3D geometry types (solids).

Thirdly, visibility states work just the same as for 2D geometry. Keep in mind that variations
quickly add up to a long list of states.

These restrictions lead to the conclusion that we can do basic manipulations on 3D geometry,
but are not able to change their basic shape/form interactively. There are however two
loopholes that can be exploited:

1. Extrude based on geometry in the base plane (+ possibility to cap the extrusion).

2. Use an expression to give access to the extrusion parameters.

To extrude geometry, we cannot use a solid extrusion, because then we lose the connection
with the planar 2D geometry. Nevertheless, if we use surface mode in the extrusion command,
then the connection persists. There is one additional restriction, the system variable
SURFACEMODELINGMODE must be set to 0 (procedural surface), a setting of 1 (NURB
surface) will not work for this loophole.

Specify height of extrusion or

Command: EXTRUDE

Current wire frame density: ISOLIMES=4, Closed profiles creation mode = Surface
Select objects to extrude or [MOde]: mo

Closed profiles creation mode [50lid/SUrface] <Solid»: surface

~ EXTRUDE Select objects to extrude or [MOde]:

FIGURE 37: EXTRUDE - SURFACE MODE
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The result are four surfaces that follow the changes made to the 2D geometry that was used
as a base. Of course, this is not yet a closed shape. To do that we will need two additional
commands that close the top and bottom: PLANESURF and SURFPATCH. With
PLANESURF, we create a plane surface using the 2D base geometry and with SURFPATCH,

we connect the bottom surface extrusion edges to form a surface. We end up with a completely
encapsulated 3D shape.

Select objects:

select surface edges to patch or [CHain/CUrves] <CUrves»: 1 found
Select surface edges to patch or [CHain/CUrves] <CUrves>: 1 found, 2 total
Pallselect surface edges to patch or [CHain/CUrves] <CUrves>: 1 found, 3 total
Select surface edges to patch or [CHain/CUrves] <CUrves»: 1 found, 4 total
Select surface edges to patch or [CHain/CUrves] <CUrves>:
Press Enter to accept the patch surface or [CONtinuity/Bulge magnitude/Guides]:
Command: PLANESURF

Specify first corner or [Object] <Object>: ob

Select objects: 1 found

& = PLANESURF Select objects:

FIGURF 38: PLANESURF - P ANAR SURFACFS

Select surface edges to patch or

Continuity = G@ - position, bulge magnitude = @.5
Select surface edges to patch or [CHain/CUrves] <CUrves>: 1 found

Select surface edges to patch or [CHain/CUrves] <CUrves>: 1 found, 2 total
select surface edges to patch or [CHain/CUrves] <Curves>: 1 found, 3 total
Select surface edges to patch or [(Hain/CUrves] <CUrves>: 1 found, 4 total

~ SURFPATCH Select surface edges to patch or [CHain CUrves] <CUrves>:

FIGURE 39: SURFPATCH - CAP SURFACE EDGE
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Now the geometry is already parametrical in regards to its 2D base geometry, but the extrusion
height is a manual value. This can be remedied by defining a new parameter (SwitchDepth)
and then using this as an expression in the extrusion Height property.

Surface (Extrusion)

General

—— Bylayer
1.000

3D Visualization
Material
Geometry
Surface Type
0.700
0.000
Expression: SwitchDepth

[

PROFERTIE
Object Cla

1]

FIGURE 40: SURFACE(EXTRUSION) - HEIGHT EXPRESSION

fo | | 4 ®

Parameters| Authoring  Peint  Mowve Attribute

Manager | Palettes T T Definition

Mame a Expression Show
B Action Parameters
4 F

i Distancel 449 Mo

Mot flipped

witchDepth

All: 4 of 4 parameters displayed

FIGURE 41: CusTOM USER PARAMETER - SWITCHDEPTH
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The result is a 3D extrusion geometry that can be controlled through the controls available on
a dynamic block.

Visualization

Geometry

FIGURE 42: DYNAMIC BLOCK PARAMETRIC 3D GEOMETRY

There are some additional restrictions when these loopholes are combined with the general
dynamic block actions (never made for this application). Our first loophole will work with all
actions that work on 3D geometry, but the sequence of commands can give different results
(test before you take in production). The second loophole does not combine with the flip and
array action.
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Data Management

The subject of Data Management is very important for the interaction with the user,
safeguarding the functionality of our design object and exposing the data to interact with other
design objects.

In all the earlier examples we have constantly been creating custom data for our design object,
most of the time this custom data has been the digital representation of design decisions:

- Left/Right switch or motor;
- Yes/No for the placement of a second drive;
- Point/Frog combination.

Depending on how the dynamic block is configured, the data is invisible or visible and read or
write. The data type and identification are also managed using the block editor.

Besides the standard block properties, all custom data can be split into two groups: Attributes
and Parameters. Both are shown in the Parameters Manager and grouped together (Action
Parameters, User Parameters and Attributes). Whether or not a Parameter is shown outside
of the block editor is configured here, Attribute visibility is configured upon creation or in their
respective property palette.

a Expression

1
= Flip statel Not flipped
i PT 1
User Parameters
@, userl 1
¥, user? P
@, user3 userl+user2

test

¥ DESIGNID Design ID

¥ POINTO 0.000, 0.000, 0.000
¥ POINT1 -12.101, 0.000, 0.000
¥ POINT2 13.925, 0.000, 0.000
¥ POINT3 13.817, -1.727, 0.000
¥ TYPE F215-HA1/8_M13

| AI130f13 parameters displayed

FIGURE 43: BLOCK EDITOR - PARAMETERS MANAGER

The expression (how the value is calculated) of an Action Parameter is directly related to the
Action type and the configuration of the Action (done in its property pallet). For User
Parameters, the type can be selected in the Block Properties Table (Real, Distance, Area,
Volume, Angle, String). The Block Properties Table and grip can be deleted after making all
the needed User parameters. If a numeric type is used, then the user can define a formula
using other parameters. All Attributes expressions are of the type string (text), so an attribute
can only give a text result (humeric values are digitally expressed as text). The expression can
however contain a field, which can retrieve data from a variety of sources.
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[
% B

€ New Parameter *

Name:

|user5 |

Value:
[1.000 |

Help

[] Block properties must match a row in the table
Default value when properties do not match table:

Cancel Help

FIGURE 44: BLOCK PROPERTIES TABLE - USER PARAMETER TYPES

£ Attribute Definition w | © Field %

Field category: Author:

Mode Attribute al v

Oinvisible i ‘ | Field names: Format;

-
[] Constant Prompt: ‘ | BlockPlaceholder Uppercase
D Venfy Comments Lowercase
| CresteDate First capital
. = CurrentSheetCategory Title case
[ Preset Defaut: - CurrentshestCustom
- Undo CurrentSheetDescription
Lock position o s CurentShestissuePurpose
) ‘ext Settings . Currentsheethumber
[ Muttiple lines Cut CurrentSheethumber AndTitle
Justification: - CurrentSheetRevisionDate
Copy CurrentSheetRevisionNumber
Insertion Point Text stye: CurrentSheetSet

Paste CurrentShestSetCustom
Specify on-screen

CurrentSheetSetDescription
[ Annotative Delete CurrentSheetSetProjectMilestone
Text height:

CurrentShetSetProjectiame
CurrentSheetSe Projecthiumber
Insert Field... % CurrentSheetSetProjectPhase
CurrentsheetsubSet
Rotation CurrentshestTite
Select All Databaseriekd v

& Field expression:

%< \Acar Author >%

Align below previous attibute definition

Cancel Help Gancel Help

FIGURE 45: ATTRIBUTE - INSERT FIELD

The goal of this document is not to show all possibilities, but rather to demonstrate the
potential. For this reason, the following subjects are demonstrated in this block:

- Combining multiple parameters into one unique identifier;
- Exposing geometric data;
- Configuring data access.

To combine multiple parameters into one identifier we can simply use a Lookup Set (without
grip if we want it to be controlled by its connected parameters). By creating unique
combinations of the input properties, we are able to connect a unique Lookup property. This
can be very useful to facilitate the selection of one type in a large catalogue. The resulting ID
can then be seen in the property pallet of the block reference or it can be used in an Attribute
field definition (all of this is dependent on Parameters Show attribute being active).
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£ Property Lookup Table X
Action name:
G0 | Add Ppestes .|
Input Properties Lookup Properties
PT |FT | Flipstatel |~ |DesignID [~
> [1.000 1.000 Not flipped
| |2000 1.000 Not flipped D2
| [3000 1.000 Not flipped D3
| [1000 1.000 Flipped D4
| [2000 1.000 Flipped D5
| [3000 1.000 Flipped D6
| [1000 2.000 Not flipped D7
| |2000 2,000 Not flipped D8
| [3000 2,000 Not flipped D9
| [1000 2.000 Flipped D10
| 2000 2,000 Flipped D11
| [3000 2,000 Flipped v [D12 v
ok ]| canced || Heb |

FIGURE 47: LOOKUP SET - UNIQUE ID

€ Edit Attribute Definition X
Tag: DESIGNID |
€ Field X
Field category: Block name: Temporary value:
| Switch Data Management | Design ID
Block reference property: exmat
A
Block Unit ~ Se
NamedObject ;:gf;’;;
Object Title case
Lineweight
Material
Name
Object name
Plaot style
PointType
Position
Rotation
Scale X
Scale Y
Scale 2
Transparency
Unit factor
user2 v
Field expression:
%< \AcObjPrap. 16. 2 Object(?BlockR efld). Parameter (37) lookupString %%
Lo ] [ oo | [ wp |

FIGURE 46: UNIQUE ID IN ATTRIBUTE FIELD
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The goal of the second subject is to expose geometric data, but not using the coordinate
system in the block editor. We want to give geometric data about where points are in the world
coordinate system (an individually placed block). To do this we must first create an AutoCAD
object, for example: a circle, a point, a square. We will then create a reference to this object
in the field definition of an attribute. In this case, the center of the selected circle object is used
to communicate the coordinates of a particular point. The AutoCAD object can be placed on

an invisible and non-plotting layer. Do not forget to “REGEN” before evaluating Attributes that
use fields.

€ Edit Attribute Definition

Tag: ‘POINTZ |

Prompt: ‘ |
Defauit: 13.925, 0.000. 0.000

[ ok ] Cancel Hep |

€ Field %
Field category: Object type: Preview:
[Objects vl |Cirde | [ 0.000, 0.000, 0.000 |
Field names: Property: Format:
BlockPlaceholder Area none
Formuia S —
. n Decimal
NamedObject E:ﬁm&renm e tural
N Engineering
E;ne'lreber Fractional
Linetype Sdentific
Linetype scale
Lineweight Precision:
Material recision:
Mormal ~
Object name ; .
Plot style List separator:
Radius ', (Comma) v
Thickness
Transparency ¥ % =
Additional Format...
Display value for block reference
Field expression:
% <\AcObjProp. 16,2 Object{%<\_Objld 2296111168912 %, 1).Center \f "24us">%
[ o ] | canel | | Hep |

FIGURE 48: BLOCK GEOMETRIC DATA - ATTRIBUTE FIELD - OBJECT

There is no true data protection in a dynamic block, but there are ways to make it harder to
change things by configuring your data access correctly.

On a single parameter you can only choose to make it invisible for the user, that way he cannot
change the value. The downside is that he also does not know what the value is. A solution is
to create a second value that uses the first one as a reference. A formula cannot be edited by

the user, in this way you are able to build calculations that use user input but also have fixed
values.
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PT1
FT1
ID1

Not flipped
2.000

test

FIGURE 49: PARAMETER ROEAD ONLY - USER3 = USER1 + USER2

For Attributes, you can define a constant value to guarantee that the user cannot change the
value. The downside of a constant value is that it converts any field value to a fixed value, so
it does not update. An alternative is to lock the layer on which the attribute is placed. After
doing this, the user is no longer able to edit the attribute value. The only thing you should not
forget is that the layer needs to be unlocked on the moment of creation of the block; else, the
field relations will be lost and cannot be recreated.

ASSEMBLY-Switch Rails
ASSEMBLY -text

G (WL BT T |

Data_Attributes
Data_G

FIGURE 50: ATTRIBUTE LOCK LAYER

Autodesk Civil 30 2020 *

displayed in disabled edit fields.
You must unlock the appropriate layers in order to edit these
attributes.

o Attributes on locked layers cannot be edited and will be

FIGURE 51: ERROR ATTRIBUTE ON LOCKED LAYERS
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Transforming Design Data

What is design data and how does it relate to a design object?

Design data is simply the information that is contained in a design object. The input data that
is needed to create the object, the process data that is handled inside the object and the output
data. On the image below you can see an illustration of an AutoCAD circle design object and
all the design data it contains.

L ﬂy"rt:mn:. i

This data is used:

Center Z _
Radius f”f £

( I * Handle
I]|am|- ter ’0 | ||lt‘|.!’|ll‘w,,

Raiius Diamete r
Linetype vtz

A..,.(.. # Cir t.unnlelem.‘t-l “I"“"‘ ol
rea
.,;IJ iameter.:
Woonier Lty Geiter Z el , --
“I lt‘ I'i'p.?f.f!'": { Hc‘zcln!]["('
<  BAreall Layer..

Gente | 4 Linetype Arca®™ Diameter
smadpace = Handle:

Spaoe H'mcll[z

A .i.-" metype
A\rea : ™ Spa L Handle
o Frrl “pace Radius

Handle Snats
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\
§ Cénter \“""“* Lingtyp
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Color
Genter X Golor

Handle

""""'I]iaﬁ'i'é[(f] i Center X Lineweight

.....
Cente 'I.illelyut.- Center Y
center 2 Gireumference Handle

FIGURE 52: AUTOCAD CIRCLE OBJECT

To create the object and potential following objects.
To connect with other design objects.
To analyze design objects.

Why shouldn’t we use the entire design object?

As defined earlier, a design object is composed for a specific task. Using it in its totality for
other tasks causes specific cooperation issues:

Communicating with the entire object is not clear and precise. There is unused data
that is irrelevant to the current task. This data takes up space and time.

By using the object, we are in essence creating a copy of that object. Copies can lead
to versioning issues and a desynchronization in our design.

If the entire object is shared, then it becomes unclear who is the owner of the object
and there is less control over who has access to the data in the object.
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Autodesk Dynamo for Civil 3D

To use design object and data properly, we need tools that make the interaction with them
intuitive and efficient. In Civil 3D and AutoCAD this is done by the user interface (ribbons,
buttons, command line) and all the functions that ship with the product.

It is all but certain that the standard solutions will not cover all the processes and needs in
your design. For this reason, Autodesk made an API (application programming interface)
available. People with enough programming skills can make custom solutions to satisfy the
design needs. However, the required programming knowledge and the fact that you yourself
are making a complete function, becomes a threshold that limits the amount of people that
choose this solution.

Dynamo changes this dynamic. Because Dynamo is a visual programming tool, you do not
need training in traditional programming to use it. It visualizes the design objects and data,
that are already available in the form of code in the API, and makes it less complex for the
user by using simple nodes and wires. However, these simple nodes and wires in no way limit
the potential of the API. Itis simply a different representation that makes the creation of custom
workflows easy and flexible. Rather than building complete functions, programmers only need
to build nodes. Combining the nodes into a workflow can be done by the people who are
directly involved in the design. The result is the potential of a very large user base.

Create AutoCAD Data Table Formatting on AutoCAD Table w

T
T > ’
— > | i >
| |
== - /|
Comparison logic L =|

NN . |
/ -=-/ . \\\\ Placement of indication circles
| o |
——
——
B — e 1 S EEETT

FIGURE 53: DYNAMO FOR AUTOCAD AND CiviL 3D

Using Dynamo, we can now make new connections between AutoCAD and Civil 3D objects
and design completely new workflows. We are also able to build connections with other
external sources; the possibilities are only limited to the creativity of the user.

To illustrate this, three new rail workflows have been developed using the switch design object
defined in the previous section:

- Switch (asset) Placement System;

- Switch — Profile;
- Switch — Corridor.
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Custom Dynamo Nodes

CadDynamicBlock.GetDynamicBlockReferences CadDynamicBlock.GetDynamicBlockReferences

document > CadDynamicBlock(]

This node not only exposes basic Blocks but also
dynamic Blocks. It retrieves Block references by name
in a document.

blockMame 2>

AUTO

Input:
- document: document from which to retrieve Block references (document);
- blockName: name of the Block definition (string);

Output:
- CadDynamicBlock: list of (dynamic) Block references (CadDynamicBlock).

CadDynamicBlock.ByConvertFromBlock

CadDynamicBlock.ByConvertFromBlock

This node converts a default block reference into a | 92" > CadDynamicBlock

custom CADDynamicBlock. This node is needed to auTo
interact with other custom nodes.

Input:
- dbr: default block reference (BlockReference).
Output:
- CadDynamicBlock: list of (dynamic) Block references (CadDynamicBlock).
CadDynamicBlock.ByRotation CadDynamicBlock.ByRotation
dynamicBlock > CadDynamicBlock

This node rotates a (dynamic) block around a chosen
normal for a specified amount of degrees.

normal >
degree >

AUTO

Input:
- dynamicBlock: list of (dynamic) Block references (CadDynamicBlock).
- normal: vector representing the normal around which to rotate (vector).
- degree: amount of degrees to rotate (double).
Output:
- CadDynamicBlock: list of (dynamic) Block references (CadDynamicBlock).

CadDynamicBlock .GetPropertyValue CadDynamicBlock.GetPropertyValue
This node gets a property value by name from a |dynamicBlock ? IS
dynamic block reference and returns a list of the values. | propertyiame >

AUTD
Input:

- dynamicBlock: list of (dynamic) Block references (CadDynamicBlock).
- propertyName: name of the Block property (string).

Output:
- var: list of property values (var).
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CadDynamicBlock.GetAttributeValue CadDynamicBlock.GetAttributeValue
. . . |d icBlock > stri
This node gets an attribute value by name from a dynamic LTI 225 L0

block reference and return a list of strings. attributeName 2
AUTO
Input:

- dynamicBlock: list of (dynamic) Block references (CadDynamicBlock).
- attributeName: name of the Block attribute (string).

Output:
- string: list of attribute values (string).

CivilObjectld.GetLayerld CivilObjectid.GetLayerid
This node finds the Objectld of a Layer using its name. document > var
>
Input: layerMName
- document: current document (document). AUTO

- layerName: name of the layer (string).

Output:
- var: Objectld (var).

CivilObjectld.GetProfileStyleld CivilObjectld.GetProfilestyleld
This node finds the Objectld of a ProfileStyle using its name. | document . var
>
Input: styleMame
- document: current document (document). AUTO

- styleName: name of the ProfileStyle (string).

Output:
- var: Objectld (var).

This node finds the Objectld of a LabelSetStyle using its name | document 4 var
and type. type >
Input: styleMame >

- document: current document (document). AUTO

- type: LabelSet type (string).
- styleName: name of the LabelSetStyle (string).

Output:
- var: Objectld (var).
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CivilProfile.CreateFromAsset

This node creates a new profile to represent the asset
position on design alignment and profile. The new
profiles name, description, beginning and end come
from the asset. Its elevation comes from the design
profile. All style settings can be configured using the
Label, Style and LabelSet Obijectlds.

Input:
- assetName: name of the asset (string).
- assetDescription: description of the asset
(string).
- assetStartStation: start station of the asset
(double).

- assetEndStation: end station of the asset (double).

- dynProfile: design profile (Profile).
- layerld: Objectld of the chosen layer (Objectld).
- styleld: Objectld of the chosen style (Objectld).

/\ AUTODESK.
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CivilProfile.CreateFromAsset

v

assetName CivilProfile
assetDescription
assetStartStation
assetEndStation
dynProfile
layerld

styleld

labelSetld

v Vv VY VY VYV Y v v

document

AUTO

- labelSetld: Objectld of the chosen LabelSet (Objectld).

- document: current document (document).

Output:

- CivilProfile: profile representing the asset (CivilProfile).

CivilProfile.GetGradeAt

This node retrieves the grade value on a specified station
of a profile.

Input:
- profile: alignment profile object (Profile)
- station: specific station value (double)

Output:

CivilProfile.GetGradeAt

profile > double

station >

AUTO

- double: grade value on the specified station of the given profile

CivilCorridor.CreateSwitchCorridor

This node creates a specific switch corridor. Its name is
based on its connected alignment and profile combined
with a prefix and its description lists all contained switches.

Input:
- alignmentName: alignment name (string).
- prefix: name prefix (string).
- switches: switch names (string).
- document: current document (document).

Output:
- CivilCorridor: corridor (CivilCorridor).

CivilCorridor.CreateSwitchCorridor

alignmentName > CivilCorridor
prefix >
switches >
document >

AUTO
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CivilCorridor.Name

CivilCorridor.Name

This node returns the name of the CivilCorridor.

civilCorridor > string

AUTO

Input:
- civilCorridor: corridor (CivilCorridor).

Output:
- string: corridor name (string).

CivilBaseline.CreateFromAlignmentAndProfile

CivilBaseline.CreateFromAlignmentAndProfile

This node creates a new Baseline in an existing corridor
object.

Input:
- baselineName: name for the new baseline (string).

baselineName > string
corridor >
alignment >
profile >

AUTO

- corridor: corridor (CivilCorridor).
- alignment: alignment (Alignment).
- profile: profile (Profile).

Output:
- string: corridor name (string).

CivilBaselineRegion.CreateFromAsset

This node creates a hew BaselineRegion in an existing
baseline using an asset.

CivilBaselineRegion.CreateFromAsset

Input:

- baseline: existing baseline (CivilBaseline).

- assetName: name of the asset, will be used as
region name (CivilCorridor).

- assemblyName: name of the assembly that is to be
used in the region (string).

- assetStartStation: start station of the asset, start of

baseline > int
assetName >
assemblyName >
assetStartStation >
assetEndStation >

AUTO

the region (double).

- assetEndStation: end station of the asset, end of the region (double).

Output:
- int: BaselineRegion index (integer).

CivilAlignment.GetCantInfoAt

This node gets the Cant information on a specified station
of an Alignment.

Input:

CivilAlignment.GetCantinfoAt

alignment > Cant

station > PivotType

AUTO

- alignment: Alignment object (Alignment, with cant data)

- station: specific station value (double)
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Output:

- Cant: cant value on the specified station of the given alignment (var)
- PivotType: value representing pivottype (None, LeftRail, RightRail, Centerline) (var)

CadDynamicBlock

CivilObjectld CivilProfile

ey N R e CivilCorridor CivilBaseline CivilBaselineRegion
SOy AT ok WyConvwrtEromiec 2 - > g :
e Gy
[ —
T o
>
........ —
>
e G
o r——— :
- ] s
ook
CivilAlignment
[rrr—

Custom Dynamo Nodes

FIGURE 54: TRANSFORMING DESIGN DATA - CUSTOM NODES
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Switch (asset) Placement System

There is no method to place a switch object (dynamic block), in its correct 3D position, using
the civil 3D data that is available in the DWG file. To place the switch correctly, a feature line
(3D line or polyline) of the central axis is needed for both alignments in the switch. Then the
AutoCAD “ALIGN” command is used to position the switch on both lines. When the design
changes this entire workflow needs to be repeated.

In this script, the civil 3D data is used to position the switch object directly. The alignment,
profile and cant define the insertion point of the block, but also give the direction (XY plane),
longitudinal slope (YZ plane) and cross slope (XZ plane).

Workflow
Base Alignment Longitudinal slope

Information calculation and rotation

X

Cross slope calculation
and rotation

Calculate Position

. . Create Block Reference
and Direction

» Retrieve Position Parameters

A

> Block Selection by Name

FIGURE 55: SWITCH (ASSET) PLACEMENT SYSTEM

Base Alignment Information:

To start the workflow all the base information is retrieved, to place the asset on the alignment.
The alignment and profile are found using their name. For the stations a range is generated
from the beginning until the end of the alignment with a station value every 100 units.
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Base Alignment Information
[IN] Alignment Name/Profile Name/Stations/Document
[OUT] Alignment/Profile/Stations/Document

i s
o: -
95 x start > seq Stations_plug |Stations_plug; | >

1729; > —\‘
100; > end >
\ step >
Alignment.ProfileByName

auto
alignment > Profile
“Layout (1)"; >
>
auto

Profile
Profile_piug |Profile_plug; | >

name

Alignment Name

“Centerline (1)"; >

Document
auto

Block Selection by Name:

Alignment_plug |Alignment_plug; | >

document_plug document_plug; >+

FIGURE 56: SPS - BASE ALIGNMENT INFORMATION

In this group, a Block definition is selected by its name. First, all block definitions and their
names are found. Next, the index of the Block name that is the same as the user-defined name
is found. This index is then used to select the correct block.

Block Selection by Name
[IN] Document/Block Name
[OUT] Document/Block

document_plug | document_plug; | >

document_plug | document_plug; | >

Block

Block_plug | BLOCK_PLUg; | »

"test2"; }

Retrieve Position Parameters:

FIGURE 57: SPS - BLOCK SELECTION BY NAME

For each station value (point), the corresponding coordinate system on the alignment is found
as well as the elevation and cant value.
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Retrieve Position Parameters
[IN] Alignment/Profile/Stations/Offset
[OUT] CoordinateSystem/Elevation/Cant
Offset Value Alignment.CoordinateSystemByStationOffset CoordinateSystem
ii:::em : CoordinateSystem Tuordinateiystem,p\ug CoordinateSystem_plug; | >

offset >

Profile.ElevationByStation
profile > double Elevation_plug | Elevation_plug; |>
station >

AUTO

CivilAlignment.GetCantinfoAt

alignment > Cant G

Cant_plug |Cant_plug; |>
- ’ o
AuTo

FIGURE 58: SPS - RETRIEVE POSITION PARAMETERS

Profile
Profile_plug |Profile plug; | >

Alignment

Alignment_plug | Alignment_plug; | >

Calculate Position and Direction:

Using the coordinate system, elevation and cant value a correct 3D point position for each
station is composed. Keep in mind that on the center axis, half the cant value needs to be
added to the elevation (rail design using the low rail principle).

In addition, the direction is calculated using the coordinate system. The angle is defined to the
X-axis and rotating in the XY plane.

Calculate Position and Direction
[IN] CoordinateSystem/Elevation/Cant
[OUT] Position/Direction

CoordinateSystem.Origin

CoordinateSystem _plug CoordinateSystem_plug; > coordinataSystem

Point ByCoordinates

Point

Position_plug |Position_plug; >

Elevation plug |Elevation_plug; | >

ug | Cant_plug; | >

a |a+(b/2); >
L CoordinateSystem XAxis
I el vector > double
otherVector >
'_//_t“‘":"h5 2
ector. ByCo = 0,0); | >
vector.B, 1); [ > L e

FIGURE 59: SPS - CALCULATE POSITION AND DIRECTION

Direction_plug Direction_plug; | >)

Create Block Reference:

In this group, all previous calculations are combined to place a Block reference using the
chosen Block definition. The calculated position point and direction are combined with a
normal defined on the Z-axis and a scaling factor of one. This block is placed on layer “0”. At
the end, the resulting block reference is converted into a custom block reference definition to
interact with other custom nodes.
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Create Block Reference
[IN] Block/Position and Direction/Layer/Document
[OUT] CADDynamicBlock

Block_plug | Block_plug; | >

CADDynamicBlock_plug | CADDynamicBlock_plug; |>

FIGURE 60: SPS - CREATE BLOCK REFERENCE

Cross slope calculation and rotation:

The created Block reference is rotated around its local Y-axis with the calculated cant angle.
The cant angle is calculated using a user defined track gauge.

Cross slope calculation and rotation
[IN] CADDynamicBlock/CoordinateSystem/Cant/Track Gauge

[OUT] CADDynamicBlock

'CADDynamicBlcok - -
CADDynamicBlock_plug | CADDynamicBlock plug; | > CadDynamicBlock.ByRotation
dynamicBlock > CadDynamicBlock
normal >

degree >

CoordinateSystem.YAxis

CoordinateSystem
CoordinateSystem_plug CoordinateSystem plug; | >

coordinateSystem > Vector

Cant

Cant_plug |Cant_plug; | >

‘Cant ratio

a|a/b; | >
b

FIGURE 61: SPS - CROSS SLOPE CALCULATION AND ROTATION

Longitudinal slope calculation and rotation:

In the last step, the block reference is again rotated. This time around the local X axis using
the profile grade value.

Longitudinal slope calculation and rotation
[IN] CADDynamicBlock/CoordinateSystem/Profile/Stations
[OUT] CADDynamicBlock

CADDynamicBlcok
CADDynamicBlack_plug | CADDynamicBlock_plug; | > [ dynamicBlack > CadDynamicBlock

CadDynamicBlock ByRotation

normal >

degree >

CoordinateSystem.XAxis

CoordinateSystem
CoordinateSystem_plug |CoordinateSystem plug; >

coordinateSystem

Profile
Profile_plug | Profile plug; | >

CivilProfile.GetGradeAt
> double

profile

station >

Stations
Stations_plug |Stations plug; | >

avto

FIGURE 62: SPS - LONGITUDINAL SLOPE CALCULATION AND ROTATION
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Result

FIGURE 63: EXAMPLE SWITCH (ASSET) PLACEMENT SYSTEM
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Switch - Profile

In today’s workflow, there is no civil representation of the switch object. The dynamic block is
correctly placed in 3D. However, when it comes to certain plan production (longitudinal profile),
the switch is added manually. In communication with others using LandXML, there is no
transfer of switch location information.

In the Switch - Profile Dynamo script an alternative workflow is created. The switch object
(dynamic block) is used to create a profile on the alignment. Its relative placement is also
determined and added into the description of the profile. The result is a profile for each switch
on the alignment that can be used in Civil 3D for automated plan production. A profile is also
part of the LandXML definition, so now a LandXML exports will not only contain alignment
information but also switch location information (potentially very useful for alignment
verification).

Workflow

| !
]
A
L
i
[ R
[T
[11]]
)

Base Block

. Create Asset Profile
Information

Retrieve Dynamic Block data

Asset Start-End

Point 1-2-3 StationOffset Station

Asset Relative Create Profile
Position part 1 Description

Asset Relative
Position part 2

FIGURE 64: SWITCH - PROFILE
Base Block Information:

All dynamic blocks of a particular definition are retrieved from the current document. The
document and block references are available for other groups.
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Base Block Information
[IN] Block Name/Document
[OUT] CADDynamicBlock/Document

Document.Current

document_plug | document_plug; | > p=

Document

AUTO

CadDynamicBlock.GetDynamicBlockReferences

Block Name document > CadDynamicBlock[] p=
"Switch Data Management"; | =

blockName >

AUTO

FIGURE 65: SP - BASE BLOCK INFORMATION

Retrieve Dynamic Block data:

In this group, specific attribute information is read from the retrieved block references and
converted in preparation for other calculations. The “NAME” attribute will be used to name the
new profile. The “ALIGNMENT” attribute is used in this group to retrieve the alignment object
and the “POINT” attributes are converted to numbers and split to combine a list of points.

Retrieve Dynamic Block data
[IN] Document/CADDynamicBlock/Block Attributes
[OUT] Alignement/Asset Name/Points

FIGURE 66: SP - RETRIEVE DYNAMIC BLOCK DATA

Point 1-2-3 StationOffset:

The alignment and point list are used to calculate the station and offset of the points 1, 2 and
3. These are the points that enable the evaluation of the relative position of the switch on the
alignment.

Page 50



/\ AUTODESK.
UNIVERSITY

Point1-2-3 StationOffset
[IN] Alignment/Point
[OUT] Point 1-2-3 Station-Offset

List GetitemAtindex o 1 Seatk
st & ]

b 2 O Pred Point 15ustion plug PointiStation plug; >p=

. 1% | ]

WiSiation plug Point2Station_plug; | >

ist 5 Lem
e > ’.\..:.w.uv.m.‘.m,-s PointiStation plug; >

| -
-

List GetitemAtindex
oint 10Mfset plug | Pointi0ffset plug; | >

i |

-

Point 2 Offset
it 2015t plug |POINt20FFset_plug; | > P

l

i
’ \:-4 n30Mset piug |Point30FFset_plug; | >
- [

FIGURE 67: SP - POINT 1-2-3 STATIONOFFSET

L-\_‘
—

st b ites
e >
)
List GetitemAtindex
st fitd -=
rdex >
aovo)
List GetitamAtindex
list -} g it
ndex >

Asset Relative Position part 1:

By comparing the station value of point 1 and 2, we are able to determine whether the switch
is placed “Up” (station point 1 > station point 2) or “Down”. The offset of point 2 is used to
indicate if the alignment runs through the main direction of the switch “Main” (offset point 2 =
0) orit’s “Branch”.

Next, the offset of point 2 and 3 is compared to zero to identify negative values. A negative
value indicated that the point is left of the alignment (following increasing station direction).

Asset Relative Position part 1
[IN] Point1Station/Point2Station/Point2Offset/Point30ffset
[OUT] UplIndicator/Mainindicator/Point2OffsetNegative/Point30ffsetNegative

Up Indicator
Uplndicator_plug UpIndicator_plug;

> e

Point1Station_plug_PointiStation_plug; T

v v

<

&

=]

= a

Point 2 Station
Point2Station_plug | Point2Station_plug; |>

Mainindicator_plug |MainIndicator_plug; >

Point 2 Offset
Point20ffset plug |Point20ffset_plug; >

Paint 2 Offset Negative
Point20ffsatNegative__. Point20Ffsethegative_plug; | >

Point30ffset plug | Point30FFset_plug; >

Point 3 Offset Negative
Point30ffsetNegative ... |Point30ffsetNegative_plug; >

FIGURE 68: SP - ASSET RELATIVE POSITION PART 1
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Asset Start-End Station:

Using the Up and Main indicator, the correct start and end station of the asset is determined.

Asset Start-End Station
[IN] Point1Station/Point2Station/Point3Station/Uplindicator/Mainindicator
[OUT] AssetStartStation/AssetEndStation

Point Station_plug | Point1Station_plug; >

pry—
= oot Staiaion

e retStartstaton_siug ASSETSTAMTSTATIoN PLUE; b

rue |

ointZStation_piug | POLNtStation_plug; | »

Point 3 Station
= Pomi3siation_plug |POANt3Station plug; | >

n plug_AssetEndstation_plug; »

ug_UpINdicator_plug; »

—{ Mainindicator_plug_MainIndicator_plug; >

FIGURE 69: SP - ASSET START-END STATION

Asset Relative Position part 2:

The Up and Main indicator value are converted into string values, “Up” <> “Down” and “Main”
<> “Branch”. Using the point 2 and 3 negative indicator a Main Right (Right/Left) and Branch
Right (Right/Left) Value are calculated.

Asset Relative Position part 2
[IN] UpIndicator/MainIndicator/Point20ffsetNegativelndicator/Point3Negativelndicator
[OUT] UpDownCode/MainBranchCode/MainRightindicator/BranchRightindicator

\ =
l : — s e \ |

e _ PolntI0Ffsethegative plug; | >

-

Branch Right Indicator

/.4‘ nagronscator _ firanchiight Indicator_plug; >

FIGURE 70: SP - ASSET RELATIVE POSITION PART 2
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Create Profile Description:

In this group the finale relative position of the switch is determined and all string codes
(“Up"<>"Down”, “Main”’<>"Branch”, “Right’<>"Left”) are combined into one description string
per switch.

Create Profile Description
[IN] UPDownCode/MainBranchCode/MainRightindicator/BranchRightIndicator
[OUT] AssetDescription

=4 UpDownCode piug Up

FIGURE 71: SP - CREATE PROFILE DESCRIPTION

Create Asset Profile:

Finally, all information is combined to create a profile that will represent the switch position
on the alignment. The switch profile representation will follow a design profile chosen by the
user. All style configurations can also be chosen by name. The asset name will be used as
profile name, its relative position as description and its start- end station as the beginning
and end of the profile.

Create Asset Profile

[IN] Alignment Name/Profile Properties/Asset Properties/Document
[OUT] Profile

Alignment_plug | Alignment_plug; | >

CivilObjectid.GetLayerid
document > var
layeriame >

CivilObjectid. GetProfileStyleld
> var

document

. .
T =
. =
q :
. - = - N
“Switch Label set”; |> sojishiame
[ ——
\ document > var
- >

styleName >

>

S\ >

Document - “‘ >

ent pluz | document_plug; | > “‘ e >
dynBrofile >

ayerid >

>

>

>

{

styleld
Assethame_plug; >
_plug | AssetDescription_plug; |> absisetld

1 plug | Assetstartstation_plug; | > document
AssetEndSmtion plug |AssetEndstation plug; | >

FIGURE 72: SP - CREATE ASSET PROFILE
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Result

€ profile Properties - W1

Informaton |Frofle Data | Design Criteris | rofil Lockng |
Name:

Description:
Down-Main-Right

Object style

ET— A

FIGURE 73:EXAMPLE SWITCH — PROFILE
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Switch - Corridor

Many times, during design, a part of your section definition will be based on an asset placed
on the track alignment. A railway switch is such an asset. For example, the deviation of the
switch will change the platform construction. However, in the current design workflow, we are
not able to use the switch as a direct input to create the corridor and its sub objects: Baseline
and BaselineRegion.

The Switch Corridor Dynamo script shows how data from a switch object (dynamic block) can
be used as input for the direct creation of a corridor, Baseline and BaselineRegion. The switch
data is also used to choose which assembly needs to be applied.

Workflow
Retrieve Dynamic Block Create Switch Corridor
References by Name and Baseline
. Retrieve Property Values | Create Switch BaselineRegion
from Block References and update corridor

A

FIGURE 74: SWITCH — CORRIDOR

Retrieve Dynamic Block References by Name:

In this group dynamic Block references are retrieved from the current document by name. The
document and block references are made available for other groups.

Retrieve Dynamic Block References by Name
[IN] Document/Block Name
[OUT] Document/CADDynamicBlock

Document.Current f document_plug |document_plug; | >
Document

AuTO

CadDynamicBlock.GetDynamicBlockReferences
document
blockName >

CadDynamicBlock[]

CAD Dynamic Block
CADDynamicBlock_plug | CADDynamicBlock_plug; | >

Block Name

"Switch Data Management"; | > AUTO

FIGURE 75: SC - RETRIEVE BLOCK REFERENCES BY NAME
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Retrieve Property Values from Block References:

From a list of block references specific property values are retrieved (SwitchName,
StartStation, EndStation, Left_Right) and converted into lists. These lists will be used as input
for corridor, Baseline and BaselineRegion creation.

Retrieve Property Values from Block References
[IN] CADDynamicBlock/Property Names
[OUT] Properties

CAD Dynamic Block
CADDynamicBlock_plug |CADDynamicBlock_plug; | =

CadDynamicBlock.GetPropertyValue

dynamicBlock > var(l.0]

propertyName >

AuTo

CadDynamicBlock.GetPropertyValue

dynamicBlock > var[l.{l

Block Properties

Name_plug Name_plug;
StartStation_plug [StartStation_plug;

- EndStation_plug |EndStation_plug;
Left_Right_plug [Left_Right_plug;

Property Names propertyName >

"SwitchName";
"StartStation";

VvV Y

"EndStation”;
"Left_Right";

Vv vV

dynamicBlock

propertyName

dynamicBlock
propertyName >

FIGURE 76: SC - RETRIEVE PROPERTY VALUES FROM BLOCK REFERENCES

Create Switch Corridor and Baseline:

In this group, a corridor is created using the Alignment and Profile name. For the corridor
name, a prefix is combined with the alignment and profile name. The switch names are added
to the description of the corridor. Next, a baseline is created in corridor with the alignment and
profile as name.
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Create Switch Corridor and Baseline
[IN] Prefix/Alignment Name/Profile Name/Switch Name/Document
[OUT] Corridor/Baseline Name

CivilCorridor.CreateSwitchCorridor

- : alignmentMame CivilCorridar CrilCorridor.Name
prefix > civilCorridor
switches ¥
Alignment Name i
"Alignment - (1)"; > _ document
q waTn

Switch Name

Mame_plug Name_plug; =

{docu'ﬁentplug document_plug; | >
Profile Name
"Layout (1)";|=>

\ T —
name > Corridor
_._._-—-——-‘

document >

Ao

Corridor plug Corridor_plug; :\-%

separator
— i strinzld >
—eee—] =tring 1 3

CvilBaseline. CreateFromAlignmentAndProfile

baselineMame > string

corrider

Baseline Name;
Baseline plug Baseline_plug; | »

alignment

profile

Alignment.ProfileByName

FIGURE 77: SC - CREATE SWITCH CORRIDOR AND BASELINE
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Create Switch BaselineRegion and update corridor:

In this last group, the block properties are used to determine which assembly is to be used in
the creation of a BaselineRegion per asset (switch). Next, the corridor is updated to calculate
the new regions.

Corridor

| Corridor_plug [Corridor_plug; | =]

Baseline Name:

Corridor.Rebuild

FIGURE 78: SC - CREATE SWITCH BASELINEREGION AND UPDATE CORRIDOR

Page 58



AUTODESK.
a UNIVERSITY

Result

€ Comidor Properties - pre_Akgnment - (1)
Informaton Parameters |Codes | Feature Lnes | Surfaces | Boundaries | Sope Patters |
B 5o Addseese | SetaFeqences || SetalTaoen

| Name Horizontal . VeticalB.. Assembly  StartStati.. EndStsti. Frequency Torget  Ovemides

|tk ek Regor T [mbnladin %]

o ([ comd || mdy || b

FIGURE 79: EXAMPLE SWITCH — CORRIDOR

4

Page 59



/\ AUTODESK.
UNIVERSITY

Design Analysis

What is design analysis?

Analyzing a design can be described as taking an overall and/or a detailed (macro-micro) look
at the design.

We do this because it is a part of the iterative design process: model our first idea, take a
closer look, adjusting something, taking a step back to see the impact on the overall design
and repeat this until we are satisfied with the design. An analysis is also a means of
communication between people to facilitate a better understanding of the design.

Last but not least, it is needed to build trust in the accuracy of the design. Because models
are so big and many parts are created using automated tools, the designer needs feedback
to be sure that his vision is correctly translated into the model.

Examples:

Design analysis today usually means creating reports with long lists of numerical values.
These values are imported into Excel so we can use the conditional formatting to identify the
locations where a value does not comply with our requirements. Finally, we return to our
design environment to find the listed locations and make adjustments.

Another example is the creation of a corridor using intelligent parametrical subassemblies. To
then, create sample lines and sections. Plot these sections on paper and verify the corridor
using a scaling ruler on paper, make notes on paper. Return to Civil 3D and correct the corridor
where needed.

1 [Mmaster line second line

2 Station  Hor.distance  Ver.distance  Diff.Angle  Diff.Gradient Station
3| 128872 4060.000 0.000 0.79 0000 1289094
1298732 4199.000 0.000 0.796 0.000 1299060

4
5| 1308732 4337.000 0.000 0.79% 0000 1309026
6| 1318732 4462.000 0.000 0.522 0000 1318990
7| 13872 4511.000 0.000 0.046 0000 1328953
8| 13872 4511000 0.000 0.003 0000 1333949
9| 138732 4511.000 0.000 0.003 0000 1348949
10| 1358732 4510.000 0.000 0.003 0000 1358949
1| 1368732 4509.000 0.000 0.003 0000 1368949
12| 13m7@2 4509.000 0.001 0.003 0000 1378949
13| 1388732 4508.000 0.001 0.003 0000 1383949
14| 1398732 4508.000 0.001 0.003 0000 1398949
15| 1408732 4507.000 0.001 0.003 0.000 1408949
16 1418732 4506.000 0.001 0.003 0000 1418949
17| 1am72 4506.000 0.001 0.003 0000 1428949
18| 1438732 4505.000 0.001 0.003 0000 1433949
19| 1a18732 4505.000 0.001 0.003 0000 1443949
20| 1458732 4504000 0.001 0.003 0000 1458949
21| 1468732 2503.000 0.001 0.003 0000 1468949
2| 147732 4503.000 0.002 0.003 0000 1478949
23| 148872 4502.000 0.002 0.003 0000 1488949
24| 148732 4502.000 0.002 0.003 0000 1498949
25| 1508732 4501.000 0.002 0.003 0000 15089
2| 151872 4586.000 0.002 0.883 0000
27| 158732 4736.000 0.001 0.862 0.00"
28| 158732 4883.000 0.000 0.840
20| 158732 5025.000 -0.001 0817
30| 1558732 5164.000 -0.001 0792
31 1568732 5298.000 -0.001
32| 1578732 5428.000
33| 1588732 5553.000
34| 1598732 5674.000
33| 1608732 5791.000
36 1618732
37| 168732
38| 1638732
16427

FIGURE 80: SEEING IS BELIEVING
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Why do we need advanced or automated analysis?

Because today’s creation tools allow us to make so much data. It is simply not efficient to use
automated design tools in combination with manual analysis tools. Certainly because analysis
should be a part of the design process.

To make a direct connection between the
data and design decisions. So that we can
better evaluate the impact of our design
decisions and study more variants to
improve the design.

To gain new insight in our design but also
in the design process. The amount of
analysis results can lead to entirely
different conclusions and viewpoints that
can change the way we design.

Automated design analysis is the
stepping-stone to true analytics and
generative design.

FIGURE 81: MANUAL ANALYSIS

To illustrate the power of automated analysis, three Dynamo scripts have been developed to
bring existing analysis tools to a new level and make it possible to interact in a new way with
existing design objects:

- Dynamo Data Extraction.

- Corridor Parameter Analyzer.
- Corridor Automated Ruler.

Page 61



/\ AUTODESK.

LUINIVERSITY
Custom Dynamo Nodes
CadDataExtraction.GetData CadDataExtraction.GetData
Extending the existing Data Extraction in AutoCAD, this | dxefile > Columns
node retrieves the extraction result (before processing) Data
using a DXE file.
Handles
Input: AUTO
- dxeFile: file path of an DXE file (string).
Output:
- Columns: configured object property names (string).
- Data: configured object data result (string).
- Handles: object handles of the found objects (string).
CadTable.Create CadTable.Create
With this custom node the user is able to create an |29 ? CadTable
AutoCAD Table. insertPoint >
title >
Input: columns >
- document: document in which to place the table
(document). columnWwidth >
- insertPoint: geometry point that represents the place |g4ata pS
of insertion (point). -

- title: text that will be placed in the title row of the table
(string).

- columns: list of column titles (string).

- columnWidth: number to set the column width (integer).

- data: list of row values (string).

Output:
- CadTable: AutoCAD Table, Autodesk.AutoCAD.DatabaseServices.Table.

CadTable.FormatColumn

CadTable.FormatColumn

Based on the principles of conditional formatting in .tab|e > bool
Excel, this node changes the color of_ specific rows in | o >
one column. The color is controlled by its RGB values. |
dataRowlIndex >
Input . | red >
- table: table object to format (CADTable). .
- columnindex: index of the column to edit (integer). green >
- dataRowlIndex: index of the rows to edit (integer). ' blue >

- red: red indicator value 0-255 (integer).
- green: green indicator value 0-255 (integer). AUTO
- Dblue: blue indicator value 0-255 (integer).

Output:
- bool: process indicator (Boolean).
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CadObject.SetColor CadObject.SetColor
This node enables the coloring of AutoCAD Objects. It is | document > bool
created to extend the conditional formatting possibilities in handle >
AutoCAD beyond a Table.
red >
Input:
- document: document in which to place the table green ?
(document). blue >
- handle: AutoCAD object handle (string).
- red: red indicator value 0-255 (integer). e
- green: green indicator value 0-255 (integer).
- blue: blue indicator value 0-255 (integer).
Output:
- bool: process indicator (Boolean).
CadTable CadObject
CadDataExtraction o [ casopecsecolor |

insertPoint

CadDataExtraction.GetData |
> Columns.

v v v v v v
v v v v v

CadTable.FormatColumn
>

>
>
>
>
>

" Custom Dynamo Nodes

FIGURE 82: DESIGN ANALYSIS - CUSTOM NODES
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Dynamo Data Extraction

AutoCAD already has a great analysis tool that can “query” the objects in a DWG file, Data
Extraction:

“The ability to extract data from objects in one or more drawings. It searches for the objects
you want, looks up the required attributes, links to an external file to add additional data, makes
a table with a flexible format and updates”

This function has three major drawbacks:

Firstly, the ability to add additional data is limited to Excel (Excel Data Link, .XLSX no macro).
Other data sources must first be converted to Excel, which is not a preferable data workflow
(risk of desynchronization).

Secondly, the standard tool has data refinement possibilities, but these can be insufficient. To
perform complex refinements, the user must first go to Excel and then re-import using a Data
Link.

And, data extraction only gives limited output types and one data output at a time. Here the
solution is also to go to Excel and distribute multiple outputs from there.

This script resolves these limitations by exposing the Data Extraction to Dynamao. It creates a
table, and then performs data refinement and conditional formatting on the table and the
source objects.

€ Data Extraction - Define Data Source (Page 1 of 7) € Data Extraction - Select Properties (Page 3 of 7) € Data Extraction - Choose Output (Page 5 of 7) a x

Data source: The following properties were found based on the objects you selectec  Output options
(® Drawngs/Sheet set Select the properties you want to extract. Select the output types for this extraction:
(Explore the right-click menu for additional options.)

incl i
[ Include current drawing (] Output data to external file (xis .csv .mdb txf)

(O select ghjects in the current drawing (3 e
Propery Doplay Name  Category
Drawing files and folders: [ Aea Area Geometry
Folders Center X Center X Geometry
£ Drawings Center Y Center Y Geometry
PR H:\2de laptop \Dynamo \Civil 20 teas Glaslsiesa svtessiian o ] Certer Z G -
€ Data Extraction - Select Objects (Page 2 H = ~ € Data Extraction - Refine Data (Pag
[ Croumference |l
Select the objects to extract data from 0 Colr C4 In this view you can reorder and sot coks
Objects [ | Diameter Df ks
Object Desplay Name [ Hypedink H
S
O Frame Frame | netype u
[]|GeolocationData | GeolocationData [ licatca Gosla 11
[ Polyine Palyine
01 Teble Teble <Back Next > Cancel
>
e 4 Combi tical
% e P
Display sl cbject types (] Display blocks with atiributes e isenticalions @ Link External Daia.
[ Display objects currently in-u SR 4} Sort Columns Options.
Show name column

7 Full Preview.

<o e

FIGURE 83: AUTOCAD DATA EXTRACTION
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Create AutoCAD Table
[IN] Document/Table Properties/Columns/Table Cata
IOUT] CADTable
p—
e
— — —
i — 3 T
— — 3 -
t | T~ Formatting AUtbCAD Table column and AUtoCAD Object
—~— 1) Ao ]
Dyname Data Zxraction —/ —
[IN] DXE File Path — 10UT] Bookea
[OUT] Columns/Table Data/Object Handle / "*—7_77,*_
A ol . —-—_\_ —
{|% : HN]C zme/Table Data/Evaluation Value i e ————— T
| | 2 ata Row Indices  —— — =
—— — — == B
—— — - el
o — = . . —
= | = S — 4E_H_ Ce
| —
— B
L —
- -

Create AutoCAD Table

‘ .

Dynamo Data Formatting AutoCAD Table

Extraction column and AutoCAD Object
= Evaluate Radius Column

FIGURE 84: DYNAMO DATA EXTRACTION

Dynamo Data Extraction:

To start, the DXE file is selected and used to perform a data extraction. The resulting columns,
data and object handles are available as output.

Dynamo Data Extraction
[IN] DXE File Path
[OUT] Columns/Table Data/Object Handle

Columns
Columns_plug | Columns_plug; | >

Table Data

TableData_plug | TableData_plug; | >

CadDataExtraction.GetData

File Path dxeFile > Columns.

Browse. > Data

\Dynamo Data Extraction.dxe Handles

Object Handle
ObjectHandle_plug | ObjectHandle_plugs | >

FIGURE 85: DDE - DYNAMO DATA EXTRACTION
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Create AutoCAD Table:

In this group, an AutoCAD Table is made in the current document. The table’s location and
style settings are defined separately; the column titles are taken from the data extraction
results. The data input consists out of a list of rows and each row consists of out of a list of
strings (size corresponding with the number of columns).

Create AutoCAD Table

[IN] Document/Table Properties/Columns/Table Data
[OUT] CADTable

Document.Current

Document

AUTO

Point.ByCoordinates(4,180); | = document > CadTable p=
"ExtractionTable";

>
" : __%‘_‘ insertPoint
i ]
title

>
>
columns >
Friziii columnWidth >

=4 Columns_plug Columns_plug; | =
- data >

AUTO

Table Data
—4 TableData_plug | TableData plug; | =

FIGURE 86: DDE - CREATE AUTOCAD TABLE

Evaluate Radius Column:

From the columns, result list the index of the “Radius” column is identified and all column
values are converted to numbers. These numbers are then compared to an evaluation value.
The column index and data row indices of positive result are available for other groups.

Evaluate Radius Column

[IN] Columns/Column Name/Table Data/Evaluation Value
[OUT] Column Index/ Data Row Indices

Columns_piug | Columns_plug; | >

ListIndex0f

piug | ColumnIndex_plug; | >

Table Data String.ToNumber

TableData_piug | TableData_plug; | > & S = & n Ehis List Equals
index m P -
= abjects
u

DataRowindices plug DataRoWINndices_plug; | >

FIGURE 87: DDE - EVALUATE RADIUS COLUMN

Page 66



/\ AUTODESK.
UNIVERSITY

Formatting AutoCAD Table column and AutoCAD Obiject:

This group contains the color formatting of the AutoCAD objects and the created table. The
column index and data row indices are used to select the right cells in the table to change
color. The data row indices are also used to select the right object from the object handle list.
For the color selection, a Color Palette node is used.

Formatting AutoCAD Table column and AutoCAD Object
[IN] CADTable/Column Index/DataRowlndex/Color/Document/Object Handle
[OUT] Boolean

Cad Table
CadTable_plug |CadTable plug; | >

Column Index

=4 Columnindex_plug |ColumnIndex_plug; | >
CadTable.FormatColumn
table > bool
columnindex

Data Row Indices

=4 DataRowlIndices_plug DataRowIndices plug; | > dataRowlindex

red

green

v v v v v

Color.Red blue

Color Palette

Color.Blue

CadObject.SetColor

document > boal

handle

Document -
— green
List.GetltemAtindex blue
e S wem =
=4 ObjectHandle_plug |ObjectHandle plug; | > e 5

AauTo

FIGURE 88: DDE - FORMATTING AUTOCAD TABLE COLUMN AND AUTOCAD OBJECT

v W v W
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Result

FIGURE 89: EXAMPLE DYNAMO DATA EXTRACTION
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Corridor Parameter Analyzer

Based on the Civil3D_ReadAndWriteSubassemblyProperties script that comes by default with
the Civil 3D Dynamo installation, this script retrieves the AppliedSubassemblies and a specific
parameter by name. The result parameters are then combined and published in an AutoCAD
Table.

These specific parameters are already available using the section editor but can only be
reviewed section by section. With this script, the entire corridor is evaluated in one run of the
script.

i 7.000 & A 5 770
L 75.000 Hb575.00
Acive Duawng Ve v 73.000 Hb73.00
) Corrdor Parametes Ansyeer 71.000! _ 1.00f
% Fomtz 69.000 ¥ 2.00
1 Geoups - 567.00
B+ Section type: Begin full super - End full super 122500 (3} 565, 00!
Hame Do Value_ Overde_Vaue Comment : HE63.00
& Assemoly 1) o « £ 00
o 4.00
5
Crow [JFaise Cromn 7 88
Edge of Pav... [False Edge of P, &
0 Dfese 0 4 f-gg
. ; 49.00
T = [Pl [ ey 47.00
[ Orese Ve 545.00!
Nooe  [1febe Hone 43.D0
omw O s 541.001
2000%  [JFalse -2000% 39.
| I - | I - 200%  [false  -2000% 537.00
120000 [Faise  12.0000 535,001
1 1 0.0830° [Faise 00830 J35'00
= 0By [Fake o080
7‘,‘ “‘-_‘_1_‘_" To0or Dfsle 10000 3319%%
T 2 527.00
[
1 T 5 B RetanWlioical [ “g? 83
s (o] Lef b
5 £21.00!
T T 1 19.00¢
= = 0
lComand: _.erase 1 found
(o—n:: specify oppesite corner or [Fance/WwPolygon/CPolygen]:
e
— Comend: _sccevieutds Corridorsection Regenerating model.
" [regenerating model.
o B command:
Coment: _peccvec
< > Erap—
@ 0

FIGURE 90: CivIiL 3D SECTION EDITOR — PARAMETER EDITOR
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Workflow

Base Corridor

. Create AutoCAD Table
Information

’—- Create Parameter Data List

Retrieve Retrieve
» AppliedSubassembly — AppliedSubassembly
by Name Parameters by Name

FIGURE 91: CORRIDOR PARAMETER ANALYZER

Base Corridor Information:

To start the corridor is retrieved by name from the current document. Next the corridor baseline
and its stations are retrieved. The current document, the baseline and a flattened list of the
stations is made available for other groups.

Base Corridor Information
[IN] Document/Corridor Name
[OUT] Document/Baseline/Stations

document_plug |document_plug; >

Baseline_plug Baseline_plug; > b=

{ bassiine > doublell varll.0 by Stations plug | Stations_plug; | > B

o |

o)

FIGURE 92: CPA - BASE CORRIDOR INFORMATION

Retrieve AppliedSubAssembly by Name:

Using the baseline and stations all AppliedSubassemblies are retrieved. Next, a list of the
Subassemblies names is made and used to find the indices of a specific name. These indices
are then used to select which subassemblies are to be used in the next group.

Retrieve AppliedSubassembly by Name
[IN] Baseline/Stations
[OUT] AppliedSubassembly

FIGURE 93: CPA - RETRIEVE APPLIEDSUBASSEMBLY BY NAME
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Retrieve AppliedSubAssembly Parameters by Name:

With all the AppliedSubassemblies selected by name, we can retrieve all parameters. Next, a
list of the parameter names is made and used to find the indices of a specific name. These
indices are then used to select the desired parameters.

Retrieve AppliedSubassembly Parameters by Name
[IN] AppliedSubassembly/Parameter Name
[OUT] AppliedSubassembly Parameter

\-m-f

FIGURE 94: CPA - RETRIEVE APPLIEDSUBASSEMBLY PARAMETERS BY NAME

Create Parameter Data List:

The parameters name and value are combined with their corresponding station in one list and
converted to text. This list is then transposed to define table rows.

Create Parameter Data List
[IN] Stations/Parameter
[OUT] Table Data

tations_plug Stations_plug; >

Table Data
TableData_plug | TableData_plug; >p

subassemblyParameter

= Parameter_plug |Parameter_plug; > )

String from Object

FIGURE 95: CPA - CREATE PARAMETER DATA LIST

Create AutoCAD Table:

In this group, an AutoCAD Table is made in the current document. The table’s location and
style settings are separately defined. The data input consists of a list of rows and each row
consists of a list of strings (size corresponding with the number of columns).
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Create AutoCAD Table
[IN] Document/Table Properties/Table Data
[OUT] CADTable

document_plug |document_plug; | >
\

document > CadTable

i insertPoint
Table Properties /
Point.ByCoordinates(6020,4250); / title
"Corridor-Width™; / columns

"Station™,"Name","Value"];
,E_). ’ ’ 15 columnWidth
»

Table Data
TableData_plug | TableData_plug; | >

FIGURE 96: CPA - CREATE AUTOCAD TABLE

Vv Vv vV Vv

v v vV v Vv

data
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Result

([
Hame eign e v

Sn] o
ok

oo

B InsidePoimt Code  Crown
R Cutonde Pot Code_ dge o Pa..
- By SEAORCrown PomtF. 0

(=]

EEERARERERGS

FIGURE 97: CORRIDOR PARAMETER ANALYZER
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Corridor Automated Ruler

This Dynamo script enables the user to automatically measure between two points in an
Assembly. Both points need to have an identical point code for the script to work.

While it is true that a user can already do this manually with the Section Editor or the AutoCAD
measuring tools, it is simply not efficient to do this for long corridors.

In addition to the measuring task, the script contains some additional functions:
- Editing of AppliedSubassembly parameters, to change the design.

- Creation of an AutoCAD table.

- Evaluation of the horizontal distance between the points.

- Formatting the AutoCAD table.

- Placement of indication objects.

’ 38 L} =S
I [ / 700.000 "/D0.0D
“"“DD'""‘ L] [ IR Comior Sectir Bevation 37 Grade between Ports | /
e —r -
4 Pomic setn = / 590.000 £455 00!
ooy o - 80.000 £80.00!
Coidor Name Comdor - (1) hy
e i
gy maa T 570.000 70.00
T
e Grwios ) P L
= e - e 60.000 60.00
Code Set Style Name: Al Goites =
o & = T b
Offset [7% .
v i
o
28 N Y ! I | p40.000 40.00
Bevaton - + +—tt 1 1
= 530.000 30.001
CrTr
Rt
] I == g I = p20.000 20,001
e ~7¢:“\__’ﬂ, =ac, -
= | [ ! -~ Jpr0.000 10.000
| -Eo.ooo £00.00
,xh'ﬁmn — 20 0000 00000 20 0000
=
o
—
Comand: _aeccvienedittorridorsection Regenerating model.
Name Worontal.._VeticeBa.. Frequen... 1 [Papeneracing model.
SR Beeine (1. Centerine (1) Layout 1] = —

irst point for corridor wiew offset and elevation:
<} ]

FIGURE 98: CIVIL 3D SECTION EDITOR - INQUIRY TOOL
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Workflow
Change AppliedSubassembly
Parameter
Base Corridor
Information l
Placement of indication
objects
- Measure .between — Create AutoCAD Table
2 Points l
Formatting AutoCAD Table

column

» Evaluate Horizontal Distance

FIGURE 99: CORRIDOR AUTOMATED RULER

Base Corridor Information:

At the beginning, the corridor is retrieved by name from the current document. Next, the
corridor baseline and its stations are retrieved. The current document, the baseline and a
flattened list of the stations is made available for other groups.

Base Corridor Information
[IN] Document/Corridor Name
[OUT] Document/Baseline/Stations

[ coorame |
“Corridor - (1)"; e CoRdte

— s

plug |document_plug; | >

FIGURE 100: CAR - BASE CORRIDOR INFORMATION
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Change AppliedSubassembly Parameter:

The Baseline station list is sliced to a user-defined zone. The resulting station list is used to
get the AppliedSubassemblies and alter the chosen parameter by a specific value and rebuilt.

FIGURE 101: CAR - CHANGE APPLIEDSUBASSEMBLY PARAMETER

Measure between two Points:

First, the points with a user defined point code are retrieved for every section on the baseline.
Next, the points are sorted into two lists (left and right). For each list, the station offset to the
baseline is calculated. Then using some value comparisons and basic math the horizontal
distance and vertical height difference is calculated. These values are combined with the
corresponding station into one list. At the end the numeric horizontal distance and the
combined data list is made available.
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Measure between 2 Points
[IN] Baseline/Stations/Point Code
[OUT] Horizontal Distance/Table Data
celne_repeat line_repeat; |

FIGURE 102: CAR - MEASURE BETWEEN 2 POINTS

Create AutoCAD Table:

In this group, an AutoCAD Table is made in the current document. The table’s location and
style settings are separately defined. The data input consists of a list of rows and each row
consists of a list of strings (size corresponding with the number of columns).
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Create AutoCAD Table
[IN] Document/Table Properties/Table Data
[OUT] CADTable

document_plug |document plug; | >
\1 CadTable.Create
document > CadTable p=

insertPoint
Table Properties / =
Point.ByCoordinates(6000,4250,0); /
"Corridor Analyses”; / columns
columnWidth

["Station","Horizontal dif", "Vertical dif"];
5;
data

v VY VvV Y v

Vv VvV V. Vv

Table Data

TableData_plug | TableData_plug; =

FIGURE 103: CAR - CREATE AUTOCAD TABLE

Evaluate Horizontal Distance:

In this example a basic evaluation is performed on the result horizontal distance (>30). All
positive indices are combined into a list for further use in the script.

Evaluate Horizontal Distance
[IN] Horizontal Distance/Evaluation Value
[OUT] DataRowlIndex

HorizontalDist plug |HorizontalDist_plug; | >

Data Row Indexes
DataRowindex_plug [DataRowIndex_plug; >
ot

FIGURE 104: CAR - EVALUATE HORIZONTAL DISTANCE

Formatting AutoCAD Table column:

This group contains the actual conditional formatting. The created table is retrieved, and the
user indicates which column and row indices need to change color. For the color selection, a
Color Palette node is used.
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Formatting AutoCAD Table column
[IN] CADTable/Columnindex/DataRowlndex/Color
[OUT] CADTable

CADTable

CADTable_plug |CADTable plug; | >

1; > CadTable.FermatColumn
table > bool
columnindex

Data Row Indexes .—/’_—__—4 dataRowlndex
DataRowlindex_plug |[DataRowIndex_plug; >

red

green

A R .

blue

AUTD

Color.Red

Color Palette

Color.Green

color

Color.Blue

FIGURE 105: CAR - FORMATTING AUTOCAD TABLE COLUMN

Placement of indication objects:

As a second reporting method, the positive row indices are used to retrieve the corresponding
station. Then using the station, the corresponding coordinate is retrieved on the baseline.
Finally, a circle is created to indicate where the measured value is positive according to the
evaluation group.

Placement of indication objects

[IN] Baseline/Stations/DataRowlIndex/Circle Properties/Document
[OUT] Circles

Baseline plugin Baseline_plugin; > baseline oinc centerPoint > Circle geometry > Object

radius > iayer >

— > block >

DacaRowindex piug DataRowlndex_plug; | >

document phug |document_plug; >

FIGURE 106: CAR - PLACEMENT OF INDICATION OBJECTS
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§75.000000 24.000000 0.000000
930.000000 24.000000 0.000000
990.000000 24.000000 0.000000
1000.000000 24.000000 0.000000
1010.000000 24.000000 0.000000
1020.000000 §0.000000 0.000000
1025.000000 E0.000000 0.000000
1030.000000 50.000000 0 000000
1040.000000 50000000 0.000000
1050 000000 §0.000000 0.000000
1060.000000 B0.000000 0.000000
1670.000000 50000000 0.000000
1075.000000 60.000000 0.000000
1080.000000 50.000000 §.000000
1090.000000 50.000000 0 000000
1100.000000 E0.000000 0.000000
1110.000000 50.000000 0.000000
1120-000000 50.000000 0.000000
1125000000 §0.000000 0.000000
1130.000000 60.000000 1.033857
1140.000000 50.000000 0.956114
1149.093235 60.000000 1174065
1150.000000 B0.000000 1193806
1175 000000 §0.000000 1.693582
1200.000000 E0.000000 2.176023
1225.000000 60.000000 2756671
1242600000 50.000000 3126316
1250 000000 E0.000000 3272023
1258.700000 60.000000 3.435945
1 B0.000000 3721511
1300.000000 24.000000 0.000000
1317.636713 24.000000 0.000000
1325.000000 24000000 G 000000
1350.000000 24000000 0.000000
TETE ARAARA 53 ARARAR A ARRRAR

FIGURE 107: EXAMPLE CORRIDOR AUTOMATED RULER
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Conclusion

The railway industry and many others face the challenge of separating the used medium and
tools from the design. Of integrating different disciplines into one design, rather than the
combination of individual sub-designs. The challenge of learning to trust not only the ruler but
start interacting and designing in a new way.

In this handout, we have explained how design objects, data and analysis can help us to meet
these challenges and we have illustrated this with specific examples.

We have shown how a dynamic block can be used to create custom design objects that
support your design process and standards. How to use Dynamo to connect this custom object
with existing objects in AutoCAD, Civil 3D and potentially many others. And finally, use
Dynamo to automate existing analysis tools like data extraction and create new feedback and
measuring methods for a corridor.

| hope this handout will motivate and help you to set the first steps in creating your own design
object, data and analysis. It is guaranteed that in the future new media and tools will come,
but I am convinced that the principles applied in this handout will help us see the opportunities
in the challenges we face.

Best of luck,
Wouter

Special thanks to Anneleen van Passel, Steve Crokaert, Michael Cox and KaDe King for
proofreading and improving this handout.
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Class Material

» This handout, the presentation and the exercise files (dwg’s and dynamo scripts) can
be found on Autodesk University under AU2019 class CES321918 (Class Handout
and Additional Class Materials)

» All videos and codes for the custom nodes can be found on GitHub. (dwg’s and
dynamo scripts are also available there) https://github.com/TUCRAIL/AU2019
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